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Abstract—Nowadays, SELinux has been widely used to pro-
vide flexible mandatory access control and security policies are
critical to maintain the security of operating systems. Strictly
speaking, all access requests must be restricted by appropriate
policy rules to satisfy the functional requirements of the software
or application. However, manually configuring security policy
rules is an error-prone and time-consuming task that often
requires expert knowledge. Therefore, it is a challenging task
to recommend policy rules without anomalies effectively due to
the numerous policy rules and the complexity of semantics. The
majority of previous research mined information from policies
to recommend rules but did not apply to the newly defined
types without any rules. In this paper, we propose a context-
aware security policy recommendation (CASPR) method that can
automatically analyze and refine security policy rules. Context-
aware information in CASPR includes policy rules, file locations,
audit logs, and attribute information. According to these context-
aware information, multiple features are extracted to calculate
the similarity of privilege sets. Based on the calculation results,
CASPR clusters types by the K-means model and then rec-
ommends rules automatically. The method automatically detects
anomalies in security policy, namely, constraint conflicts, policy
inconsistencies, and permission incompleteness. Further, the de-
tected anomalous policies are refined so that the authorization
rules can be effectively enforced.

The experiment results confirm the feasibility of the proposed
method for recommending effective rules for different versions
of policies. We demonstrate the effectiveness of clustering by
CASPR and calculate the contribution of each context-aware
feature based on SHAP. CASPR not only recommends rules for
newly defined types based on context-aware information but also
enhances the accuracy of security policy recommendations for
existing types, compared to other rule recommendation models.
CASPR has an average accuracy of 91.582% and F1-score of
93.761% in recommending rules. Further, three kinds of anoma-
lies in the policies can be detected and automatically repaired.
We employ CASPR in multiple operating systems to illustrate the
universality. The research has significant implications for security
policy recommendation and provides a novel method for policy
analysis with great potential.

I. INTRODUCTION

With the rapid development of information technology,
system security issues are becoming increasingly prominent,

and various attacks are constantly occurring, causing signif-
icant losses to individuals and organizations. Therefore, it
is crucial to strengthen the security of operating systems.
Security Enhanced Linux (SELinux) [3], an effective kernel
security enforcement module designed to enhance the security
of Linux systems, provides a robust and flexible mechanism for
resources and operations. SELinux is implemented based on
security labels, defined for each user, application, process, and
file in systems. It controls interactions between entities through
security policies to achieve the least privilege to prevent
unauthorized access. SELinux policy has complex semantics
and numerous rules, containing approximately one hundred
thousand rules to implement fine-grained access control [30].

However, the large number of policy rules and com-
plex semantics make policy customization in SELinux time-
consuming and error-prone. Currently, most policies are con-
figured manually, which requires not only expertise and ex-
perience but also an in-depth understanding of access be-
haviors, which undoubtedly increases the time cost of policy
customization. More importantly, inappropriate policies will
cause security problems. The access control policy determines
the operating authority of the subject to the object. If the
policy rules are over-privileging, it will lead to unauthorized
access, data leakage, and malicious attacks. Conversely, if they
authorize inadequately, it will affect the normal operations
of the system. Therefore, configuring rules with reasonable
privileges is an urgent and vital task. Undoubtedly, policy
anomaly detection and rule recommendation [45], [52], [55]
help to optimize policies and automatically generate appropri-
ate security policies.

To cope with the challenges, a large number of studies
are related to policy analysis, anomaly detection, and auto-
matic recommendation of policy rules. Previous approaches of
policy analysis mainly detect anomalies such as misconfigura-
tion [12], [58], over-granting [43], inconsistency [40], [57] and
policy conflicts [17], [53]. Additionally, a significant number
of approaches to generating policy rules have been proposed,
such as natural language processing and pattern learning to
mine important information from logs or rules and recommend
policy rules automatically [21], [24], [29].

While previous policy analysis can automate the iterative
process of policy recommendation, it is not suitable for newly
defined types that lack applicable policy rules. When new
software is installed on the system or a new type is configured
by the system administrator, it is difficult to generate rules for
it without current policy rules to use as a reference. To address
this issue, we incorporate supplementary context-aware infor-
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mation, which is used as features to analyze privilege similarity
for recommending policy rules. The integration of multiple
features not only enables the automation of recommending
rules for newly defined types but also enhances the precision
of recommending rules for existing types.

In this paper, we propose a context-aware security policy
rule recommendation method, termed as CASPR, which rec-
ommends rules based on the privilege calculation and detects
policy anomalies automatically. The context-aware information
includes policy rules, audit logs, file locations, and attribute
information. Our observation is that context-aware information
plays an important role in rule recommendation. In particular,
domains or object types with related context-aware information
are granted the same privileges. To this end, we design CASPR
for privilege computation and policy recommendation. CASPR
uses context-aware information as features and domains and
object types as samples. We train a K-means model with a
feature matrix of privilege similarity. To address the issue of a
huge number of object types in SELinux, we adopt a secondary
clustering approach when clustering the objects of the policy.
CASPR not only recommends rules but also performs anomaly
detection to ensure effective implementation of the policy.

To evaluate the performance of CASPR, we capture and
analyze context-aware information in SELinux. In addition
to the types associated with the rules, we also add new
types as samples. We demonstrate the clustering effect of
domains and object types and the contribution value of each
context-aware feature in the clustering using SHapley Additive
exPlanations(SHAP) [26], which explains model output by
assigning importance values to features. It indicates that the
security context-aware information is critical, as it has a
favorable impact on the policy recommendation. The average
accuracy of CASPR to recommend policy rules is 91.582% on
average, which exceeds other rule recommendation methods.
Besides, CASPR achieves the F1-score of 93.761% on average,
which indicates that CASPR has few false positives and false
negatives. We also employ CASPR in multiple operating
systems to illustrate its universality. The results confirm the
accuracy of the recommendation rules based on the clustering
results obtained from measuring privilege similarity.

In summary, the contributions of this paper are summarized
as follows:

• Privilege calculation based on context-aware information.
We innovatively introduce context-aware information for
privilege calculation and integrate them, including policy
rules, file locations, audit logs, and attribute information.

• Rule recommendation and anomaly detection. This paper
proposes CASPR, a rule recommendation and anomaly
detection method, which establishes a privilege similarity
matrix based on context-aware information to cluster the
domains and object types and automatically recommends
policy rules. Additionally, the method can detect and
refine anomalies, including constraint conflicts, policy
inconsistencies, and permission incompleteness.

• Experimental effectiveness. In this paper, we perform
experiments based on large-scale context-aware informa-
tion. The experiments prove that the method improves
the accuracy of policy recommendations with higher
adaptability and feasibility.

II. BACKGROUND & DEFINITION

A. Overview of SELinux

Access control is a security mechanism typically im-
plemented using the Linux Security Module (LSM) frame-
work [48], which manages and restricts access to resources by
users and processes in the system to avoid unauthorized access,
destruction, and tampering of the system. Classical access
control models are Discretionary Access Control (DAC) [33],
[37], Mandatory Access Control (MAC), Role-Based Access
Control (RBAC) [15], [35], [38] and Attribute-Based Access
Control (ABAC) [33], [54]. SELinux [2] is a kernel-level
MAC security mechanism that defines the access privileges of
each entity in the system and uses security policies to control
interactions between these entities. When an access request
is initiated, the kernel interface is invoked and a database of
policies in the kernel determines whether it is allowed. If the
mode of SELinux is enforcing, all access is denied by default
except when the relevant rules are defined in the policy.

The access control policy in SELinux is based on the
security labels of subjects and objects. Each subject and
object has an associated security label. The security label
<USER:ROLE:TYPE[LEVEL]> contains three fields, user,
role, and type identifier. Among them, type is the core of Type
Enforcement (TE) [5], [20] rules and the privileges of security
policy rules are assigned based on type. Types include subject
types (domains) and object types. Type, role, and user are
legal security labels only when associated. In security poli-
cies, declarations and rules define type enforcement policies
together. The rules include massive access vector rules and
type rules. Type rules make labels legal and facilitate policy
writing. SELinux policy is large-scale and complex, composed
of numerous policy modules. The policy modules form the
policy source files, which are compiled into a binary file by the
policy compiler and loaded into the kernel through the policy
loading function to implement access control. The security
policy implements privilege changes by tuning the mandatory
rules, and each access request must have explicit rules.

B. Definition of Context-aware Information and Privilege Sim-
ilarity

In this paper, the context-aware information related to
policy recommendations includes security policy rules, file
locations, audit logs, and attribute information. This section
introduces the definition of these context-aware information
and privilege similarities.

1) Attribute Information: If the type identifier is used to
reference a subject, it specifies its subject type, that is a
domain. If the type identifier is used to reference an object, it
specifies its object type. Attributes represent sets of domains
or object types. The mapping relationship can be expressed
as attrs = {di} where attrs denotes a subject attribute
including domains and di means a domain in the attribute.
Similarly, attro = {ti} where attro represents an object
attribute consisting of various object types ti. This abstraction
based on attributes facilitates the management of complex
security policies by grouping types with identical privileges
together, thereby simplifying the assignment and enforcement
of privileges. Attributes provide a more manageable extensible
policy framework for large systems with numerous types.
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2) Security Policy Rules: We collect the rules in the type
enforcement policy in SELinux. The rules can be represented
as a five-tuple re =< a, d, t, c, {pi} >, where a indicates
allow or neverallow, d is the domain, t is the object type, c
is the object class, piϵp represents permissions. In this paper,
we focus on analyzing the allow rules, and when a indicates
allow, re indicates that the subject of domain d is allowed
to have pi permission on the c class of the object of type t.
The type enforcement policy in SELinux can be represented
as a set of rules. For example, allow passwd t passwd file t
: file { ioctl read write create getattr setattr lock append map
unlink link rename open } ; . This rule indicates that subjects
with passwd t domain are assigned these permissions to the
passwd file t object type with file class.

The SELinux policy contains rules defined based on at-
tributes and rules defined based on types. According to the
definition of attributes, the attribute-based rules in the policy
can be converted to type-based rules, which form is r =<
a, attrs, attro, c, {pi} > to r =< a, d|attrs, t|attro,c, {pi} >.
In addition to attributes, we also expand the set of permissions.
We make each rule r =< a, d, t, c, {pi} > represented in
the form of multiple rules ra =< a, d, t, c, p >, where
pϵ{pi}. This rule specifies one permission for a domain, which
facilitates our analysis. Figure 1 represents a schema of rules
expansion and statistical privileges.
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allow domain base_ro_file_type : file { ioctl getattr open read lock };

Fig. 1: Process of SELinux Policy.

3) File Locations: In SELinux, there is a file mapping
the relationship between security labels and locations. The
relationship can be expressed as label −→ {locationi}. A label
corresponds to at least one location. The mapping relationship
between labels and file locations is the implementation of
associating specific files with types, which serves as the basis
for fine-grained access control.

4) Audit Logs: Audit logs [43], [50] record the oper-
ating behavior. By analyzing the logs to extract important
information, it can audit and trace the violation of user
or software operations. In addition, access control logs are
important evidence for policy customization and optimization
to guarantee the normal operation of software and applications
and prevent anomalies caused by under-privilege. For example,
the logs of type Access Vector Cache (AVC) record detail
information including the domains, object types, object classes,
and permissions. As shown in Figure 2, the logs record two
violation operations, the subject user t was rejected when

performing open and read operation on auditd log t. Through
processing, the access requests are extracted in logs.

auditd_log_t

user_t

file

open read

Object Type

Domain

Object Class

Permission

type=AVC msg=audit(1698203414.193:228):avc:
denied{open} for pid=20936 comm="cat"
path="/var/log/audit/audit.log" dev="sda3"
ino=68107900 scontext=user_u:user_r:user_t:s0
tcontext=system_u:object_r:auditd_log_t:s0
tclass=file permissive=1

type=AVC msg=audit(1698203414.193:228):avc:
denied{read} for pid=20936 comm="cat"
path="/var/log/audit/audit.log" dev="sda3"
ino=68107900 scontext=user_u:user_r:user_t:s0
tcontext=system_u:object_r:auditd_log_t:s0
tclass=file permissive=1

Fig. 2: An Example of Extracting Policy Rules from Logs.

5) Privilege Similarity: A parsed rule, of the form ra =<
a, d, t, c, p >, is regarded as a privilege. Different subjects that
have the same permission on the same object have identical
privileges. Similarly, different objects performed the same
operations by the same subjects have identical privileges. It
is worth noting that having identical privileges is not equiv-
alent to having the same privilege set. The more identical
the privileges they contain, the greater the similarity of the
privilege sets is. The granted privileges are included in the
rules. To simplify the description, we refer to the similarity of
privilege sets as privilege similarity. In addition to policy rules,
there is other context-aware information related to privileges,
including file locations, audit logs, and attribute information.
The detailed reasons are explained in Section IV-A1.

C. K-means Clustering Model

The K-means model is a widely used unsupervised learning
algorithm for clustering analysis. Its main objective is to
partition a dataset into K predefined clusters, maximizing the
similarity among data points within the same cluster while
minimizing the similarity between data points in different
clusters. K-means algorithm needs to select K initial centroids
randomly. Afterward, it updates the centroids by calculating
the mean of all data points in each cluster. K-means repeats the
assignment and update phases until the centroids do not change
significantly or a specified number of iterations is reached.

The K-means algorithm is computationally efficient and
suitable for handling large-scale datasets and can accomplish
a large number of data clustering tasks in a short period
of time. For policies with massive domains and types, it
is necessary to efficiently compute their privilege similarity
and recommend policy rules as soon as possible to prevent
attackers from performing illegal operations before fixing the
policies. Therefore, the K-means model is particularly suitable
in this case.

III. PROBLEM STATEMENT AND THREAT MODEL

Improper configuration of SELinux policy, including over-
privileging and under-privileging, poses significant security
risks to the SELinux-enforced system. Over-privileged pol-
icy rules allow attackers to execute malicious operations, as
demonstrated by the exploitation of vulnerability CVE-2019-
13272 [1]. The vulnerability arises from improper handling
of the ptrace traceme function in the parent-child process
relationship, enabling attackers to hijack a child process by
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Fig. 3: The workflow of CASPR.

gaining control of the parent process. They can then manipulate
the child process through the ptrace trace function, which
is typically denied by standard SELinux policies. However,
because the deny ptrace boolean was not enabled, leaving the
system vulnerable to attack.

On the other hand, overly strict policies can disrupt normal
operations. For example, in a few cases, the administrator
changes the default port of the Apache HTTP server from port
80 to port 3131 or stores content in a non-standard directory. It
causes the new directory and port have not been appropriately
labeled for httpd access. As a result, the server may fail to
start or return a ”403 Forbidden” error due to SELinux policies
denying access. [41]

Given these challenges, this paper focuses on the potential
risks associated with the recommendation of policy rules in
SELinux. CASPR is designed to identify the over-privileging
and under-privileging rules in policy.

Threat Model. We consider that an attacker attempts to
use the expanded attack surface to perform illegal operations if
the policy is over-privileged. However, if it is under-privileged,
the operation of normal function is limited. We assume that an
attacker is enforced with security policies and cannot bypass
the security measures. To cope with these potential problems,
a powerful policy recommendation mechanism is needed.

IV. CASPR DESIGN

CASPR is a large-scaled policy recommendation archi-
tecture using security context-aware information in SELinux.
CASPR analyzes each context-aware feature and clusters
the domains and object types with identical privileges to
recommend rules. Additionally, CASPR refines policy rules
after detecting anomalies. Figure 3 shows the workflow of
CASPR. We describe the three components in the architecture
of CASPR, that is, privilege computation based on context-
aware information, rule recommendation based on secondary
clustering, and policy refinement after detecting anomalies.

A. Context-aware Feature Computation

In this section, we analyze the rationality for the selection
of context-aware information for computing privilege similar-
ity. Then, we explain how the privilege similarity is calculated
for each feature and how the feature matrix is constructed
based on the similarity computation for these features.

1) Feature Selection: CASPR extracts features including
policy feature, location feature, chronology feature, and at-
tribute feature from context-aware information. The following
part explains the reasons for selecting these features as the
judgments of identical privileges.

Policy Feature. Due to the fact that privileges are granted
by policy implementation in SELinux, the most significant
indicator for identical privileges is the security policy rules.

Location Feature. The path dependency of files indicates
that they have the identical privileges. For example, subjects
of domain secadm t are authorized to read audit.log of
type auditd log t. Meanwhile, they are also authorized to
search parent directories with path dependencies, including
{getattr, search, open} permissions on directory /var of type
var t, directory /var/log of type var log t and directory
/var/log/audit of type auditd log t.

Chronology Feature. In the audit logs, each of the logs has
a timestamp field indicating when the behaviors occurred. The
behaviors which occurred simultaneously over a while have
been generated by the same event. These behaviors are allowed
or denied at the same time. For example, when a network
activity occurs on a host, this event consists of multiple be-
haviors such as inbound and outbound network connections to
the system, transmission and receiving of network packets, and
authentication of web credentials. If access is required, it is not
possible to authorize only part of these behaviors. Therefore,
we consider the chronological information on behavior in audit
logs as a feature for identical privileges.

Attribute Feature. All types that belong to the same
attribute have the privileges granted by this attribute. Def-
initely, types contained in the same attribute have identical
privileges. For example, su domain type is an attribute with
system administrative privileges. It contains three domains,
auditadm su t, secadm su t, and sysadm su t, which are
used for monitoring, authorization, and system management,
respectively. When the attribute su domain type is autho-
rized to read files of type security t, the domains in this
attribute can also read these files, so they have identical
privileges. The analysis results indicate that other domains that
are not in the same attribute do not possess this privilege.
For instance, subjects of domain systemd passwd agent t
cannot read files of type security t, even if it is also a label
for managing system activities.

It is worth noting that some samples do not have all the
context-aware features. For example, not all types belong to
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an attribute and CASPR cannot determine identical privileges
based on the feature of attributes. In this case, CASPR calcu-
lates privileges based on other features. In addition, aimed at
the newly defined types that have no related rules in the system,
we can recommend rules based on other security context-aware
features besides rules to recommend policy rules.

2) Feature Computation: When constructing the feature
matrix A, we arrange the types as rows and columns, and
the value in the row i and column j of the matrix aij denotes
the similarity of privileges between the i and j types. The
feature matrix built based on these features is the input of the
clustering algorithm. We compute the policy features before
considering other features.

For the similarity of security policies, taking the clustering
of domains as an example, when a subject is granted permis-
sion for a particular object, the corresponding value in the
feature vector is 1. If the subject does not have permission to
the object, the corresponding value in the feature vector is 0.
We calculate the value corresponding to two samples in the
feature matrix according to the similarity of feature vectors by
the Jaccard index. The similarity of vector a and vector b is
calculated as follows:

sim(a, b) =
len(a&b)

len(a|b)
(1)

It is similar to the clustering for object types. We use the
subjects that can be accessed and the permissions they are
authorized to perform as feature vectors. Especially, for the
newly defined types, the contribution of policy rules to the
value in the feature matrix is small, but other features indicate
identical privileges. In this condition, CASPR recommends
policy modifications based on the differences in their rules
to improve the policy.
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Fig. 4: Feature Extraction.

When calculating the privilege similarity about the features
including location feature, chronology feature, and attribute
information, we consider the privilege similarity in a simpler
computational manner. The value of sim is set to 1 if the
collected data indicates that the two samples exhibit similarity
in the dimensions of the features, analyzed in Section IV-A1,
including path dependency or frequent simultaneous access or
belonging to the same attribute. Conversely, if such indicators
are absent, sim is set to 0.

We use the similarity of domains and object types on
different features as the criterion for determining the privilege
similarity. CASPR adopts a rigorous approach to creating the
feature matrix, which is shown in Figure 4. Since SELinux
implements fine-grained access control, of which there are
numerous domains and object types, the feature matrix com-
puted based on privileges is very sparse, which affects the
performance of clustering. Therefore, it is important to perform
feature scaling, which standardizes and normalizes the feature
matrix when generating it. It involves converting the privilege
similarity on each feature to a distribution with an arithmetic
mean of 0 and a standard deviation of 1 as follows:

xstandard =
x− µ

σ
(2)

where µ is the arithmetic mean and σ is the standard deviation
of the dataset. The standardization eliminates the difference in
scale between different features. Afterwards, the data is scaled
to the range of 0 to 1 for K-means computation as follows:

xnormal =
x−min(x)

max(x)−min(x)
(3)

B. Rule Recommendation Based on Clustering

In this section, we introduce the clustering of domains
and object types with identical privileges to determine the
recommended rules based on the clustering results.

1) Cluster Algorithm: After generating the feature matrix
according to the privilege similarity calculated in the dimen-
sions of selected context-aware features, CASPR uses the K-
means model for clustering the domains and object types
respectively. The clustering is shown in the algorithm 1.

Subjects Clustering. For clustering the domains, we first
generate a feature matrix according to the privilege similarity
calculated by the policy feature. Afterwards, we iteratively
update this feature matrix to superimpose the similarity in
the dimensions of other features and perform feature scaling.
Taking the feature matrix as input, CASPR uses K-means
model, which is a cluster analysis algorithm with iterative
solving, to cluster samples with identical privileges. The initial
clustering center is determined by the privilege sets defined in
the known policy rules. By clustering the data and calculat-
ing the cluster centers, samples are assigned clusters by the
distance from the sample points to the cluster centers. The K-
means model calculates that the feature vectors of the privilege
sets of subjects that are classified into the same category have
higher similarity, which means that they have more identical
privileges to the objects.

Secondary Clustering of Objects. The clustering of objects
is similar to subjects. The difference is that the clustering of
objects is more complex. Specifically, if two objects share the
same object type but are contained in different object classes,
they will have different privileges. For example, for an object
of the same object type bin t, the subjects of user t have
the permissions of map and execute on file class but have
no permission on directories of the dir class. Therefore, it is
vital to analyze the privileges of each object type and class.
This leads to a huge sample number in object clustering.
Therefore, we set a secondary cluster. The large-scale dataset
is divided into several subsets. The clustering computation is
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Algorithm 1: Domains and object types clustering.
Input: Policy, Location, Log, User, Attribute
Output: Clustering Results of subjects and objects.
// capture features

1 rules← GetPrivilege(policy);
2 relationship location← GetNearFile(Location);
3 relationship chronology← GetEvent(Log);
4 relationship type← GetAttribute(Attribute);
// clustering of domains

5 subject← GetDomain(policy+added domain);
6 matrix1[:] = 0;
7 for rule ϵ rules do
8 subject vector[subject].update(rule[object type]+

rule[object class]+rule[permission]);
9 end

10 for s1 ϵ subjects do
11 for s2 ϵ subjects do
12 matrix1[s1][s2].add(sim(s1 vector,

s2 vector));
13 end
14 end
15 for relationship(s1, s2) in relationship do
16 matrix1[s1][s2].add(simi);
17 end
18 matrix1.scaling();
19 results subject← K-means(martrix1);
// clustering of object types

20 objects← GetObjectType(rules+added type) ;
21 matrix2[:] = 0;
22 for class ϵ rules[object class] do
23 for rule ϵ rules do
24 object vector[object].update(rule[domain]+

rule[permission]);
25 end
26 for o1 ϵ objects do
27 for o2 ϵ objects do
28 matrix2[o1][o2].add(sim(o1 vector,

o2 vector));
29 end
30 end
31 for relationship(o1, o2) in relationship do
32 matrix2[o1][o2].add(simi);
33 end
34 matrix2.scaling();
35 results object ← K-means(martrix2);
36 end
37 return results subject, results object;

performed on different nodes so as to reduce time complexity
and computational load. In the primary cluster, we cluster
the objects according to object class, such as directory, file,
process, and so on. In the secondary cluster, based on the
result of the primary cluster. We cluster object types in the
same object class. In this way, objects that are clustered into
the same category are accessed by more identical subjects and
granted more identical privileges.

2) Rule Recommendation: We statistic the privilege sets for
each category of domains and object types respectively after
clustering, and the majority of samples in the same category

have identical privileges. For domains, their privileges can
be expressed as permissions, object types, and object classes,
which can be accessed by most of the subjects of the domain
in this category. For object clustering, it is the set of domains
and the permissions performed by the subjects. The subjects
are authorized to perform operations on most of the object
types in this class. Figure 5 depicts the procedure of rule
recommendation.
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Fig. 5: Rule Recommendation.

After obtaining the results of the clustering, samples in
the same category have identical privileges. However, taking
domain clustering as an example, domains clustered in a
category just have multiple identical privileges, not the same
privilege sets. Thus there is a case where one sample does not
have the privileges granted in the policy that the majority of
the other samples in the category have. However, it is clustered
with other domains due to the identical privileges in other
feature representations. In this case, this domain should be
granted based on the calculation of CASPR. To complete the
authorization, it is necessary to recommend the missing rules.
For example, among multiple domains, only domain s1 does
not have read permission and the rest of the domains do. At
this point, we generate a rule that grants read permission to
domain s1. Similarly, if the object type lacks the relevant rules,
we recommend them in the same way.

Theoretically, all samples in the same category cannot have
exactly identified privilege sets. Because SELinux performs
the principle of least authorization, if two types have exactly
identical privileges, it will cause privilege confusion and
potential security vulnerabilities. Therefore, it is not appro-
priate to blindly add the recommended rules to the policy
based on the similarity of privilege sets while ignoring the
privilege differences between the domains or object types. To
eliminate the false positives, we cluster domains and object
types separately and recommend two lists of rules separately
by the above method. Afterwards, the intersection of the
two lists is the final recommendation rules. In other words,
if the rule recommendations according to the clustering of
domains and object types are consistent, we generate a list
of rule recommendations. Additionally, we also minimize the
possibility of false positives by adopting a more strict threshold
setting. Through this approach, we provide a reasonable rule
recommendation method based on clustering results.
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C. Anomaly Detection and Policy Refinement

The recommended rules simply determine that domains or
object types in the same category have identical privileges.
Since SELinux policy are complex and sophisticated, it is also
imperative to take into account their integrity and availability.
It is essential to complete all the necessary rules to perform
the behavior according to the constraint files in SELinux,
instead of adding only one single rule to execute a certain
operation. However, blindly adding missing rules would lead
to overly-authorization. Therefore, it is necessary to assess
if the inclusion of new recommended rules in the policy
will result in any anomalies. There are different configuration
files in SELinux, and each file specifies different perspective
of completeness. According to the configuration files, we
identify grammar and semantic anomalies, including constraint
conflicts, policy inconsistencies and permission incomplete-
ness, by employing regular matching. The goal of detecting
anomalies is to refine policy properly, so as to ensure that the
modified SELinux policy can work effectively. The following
describes these anomalies and how to patch the policy without
over-authorization when they occur.

1) Constraint Conflicts: The constraints can be parsed into
the following form: < Attr, c, {pi} >, which means that only
types in attribute Attr have permissions of pi on objects of
class c. The reason for these anomalies is that the attribute
does not contain the type of added rule. In this case, it is
necessary to add the type to the attribute, but other privileges
of this attribute will also be presented. Generally, if this type
and other types of this attribute are clustered into a category
by CASPR, we refine the policy based on the recommendation
of rule modification. If they are not in the same category, there
are no other privileges assigned.

2) Policy Inconsistencies: The file patterns.spt file defines
the policy consistencies. Specifically, it can be parsed into the
following form: < beh : [{beh f}, {beh s}] >, which means
that if a subject of domain d performs beh behavior, it needs
to have privileges not only to perform beh s on the file but
also to perform beh f on its parent directory. For example,
if a subject requires to read a file, it possesses not only read
permission on the file but also the necessary permissions to
search the directory containing the file. We must take into
account the privileges of the parent directory.

3) Permission Incompleteness: In SELinux, the permis-
sions completeness are defined in the obj perm sets.spt file.
Specifically, it can be parsed into the following form: < c :
{beh : {pi}} >, which means if a subject performs beh
behavior on an object of class c, it needs to gain permissions
of p i. For example, if a subject desires to read a file and
lacks the open permission, it is unable to read this file,
regardless of possessing the read permission. These anomalies
are caused by authorizing only part of the permissions, which
prevents the operations from executing correctly. It is different
from the permissions of writing and reading in the DAC
mechanism in Linux. It is also necessary to consider other
relevant prerequisite permissions.

V. EVALUATION

In this section, we evaluate the performance of CASPR in
the following aspects: whether the clustering of domains and

object types is effective, whether the recommended rules are
accurate, without missing or excessive authorization, whether
the anomaly is detected, and whether CASPR applies to
different versions of SELinux policy recommendations. We use
three cases to describe the usage scenarios.

A. Data Process

1) Description of Operating System Context-aware Infor-
mation List: We implement CASPR in python 3.7 and deploy
it in six different versions of CentOS and Ubuntu systems.
They are all enforced by SELinux and the related information
is shown in Table I. Different systems enforce distinct access
control policies due to variations in system resources. We
illustrate the data in Table I with the example of CentOS7,
which adopts 3.13.268.el7 version of SELinux and enforces
the v31 version of policy. Its standard SELinux policy contains
107,834 rules. After removing duplicates, there are 99,054
rules. In the policy, some rules define the association permis-
sions on the file system. Its purpose is to associate a file to
the file system. These rules typically have the same domain
and object types. These permissions are basic requirements
for file system associations. Therefore, the associations related
to filesystem are authorized. Besides, excluding these rules
from clustering calculations can greatly reduce the number
of domains. Afterwards, according to the attribute and type
mapping relationships, the attribute-based rules are parsed to
convert them to type-based rules. The parsed rules contain a
significant degree of redundancy. If the domains and object
types in the rules are the same, and only the permissions
are different, it is feasible to combine the rules. It contains
173,514,894 privileges that are not duplicated and can be
represented as ra =< a, d, t, c, p >. The policy rules are
associated with 823 domains and 4,279 object types in 124
object classes, which are the samples for clustering in CASPR.
In addition to the policy rules in SELinux, we also obtain
context-aware information. It includes 5,372 mappings of file
locations, 8,748 audit logs, and 14,950 mapping relationships
of attributes and types. These information is also used for
clustering calculation as a feature to determine the similarity
of privilege sets of types.

Operating

Systems
SELinux Version Rules Privileges

File

Locations

Audit

Logs

Attribute

Mappings

CentOS6 3.7.19-312.el6 304,755 128,258,009 3,904 8,255 8,814

CentOS7 3.13.1-268.el7 99,054 173,514,894 5,372 8,748 14,950

CentOS8 3.14.3-139.el8 108,038 197,389,960 5,609 8,326 13,581

Ubuntu20 2:2.20190201-8 96,758 43,008,323 4,458 6,854 9,402

Ubuntu22 2:2.20210203-10 90,772 35,880,295 4,287 7,749 8,871

Ubuntu24 2:2.20240202-1 36,400 37,213,711 4,484 7,753 8,935

TABLE I: Context-aware information list for different operating systems.

2) Train Set and Test Set Setup Instructions: CASPR
employs an unsupervised clustering model, but in order to
verify its effectiveness, we choose the original SELinux policy
as the ground truth and divide it into train set and test set. We
randomly select 90 percent of the rules to train CASPR. With
the remaining 10% of the rules, we also create predefined rules
for new types as our test set. We compare whether the result
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of the recommended rules is consistent with the test dataset to
evaluate the performance of CASPR.

3) Negative Samples Instructions: Since SELinux imple-
ments a MAC mechanism, the privilege of an access request
is authorized only based on the policy. If a relevant rule exists
in the policy, the access request is allowed. Otherwise, it is
denied. Therefore we generate a comprehensive set of rules
by matching domains and object types individually. If the
rule is included in the policy, we consider it as a positive
sample. Conversely, if the rule is not included in the policy, it
is considered as a negative sample. Additionally, we randomly
generate rules to test the effect of CASPR detecting anomalies
and refining the policy.

In the following sections, we focus on the performance of
policy clustering and rule recommendations for CentOS7.

B. Clustering of Subjects and Objects

1) Clustering Result: To illustrate the feasibility of CASPR
for policy recommendation, we analyze the clustering scat-
terplots for samples including domains and object types. We
first analyze the privileges of domains in the policy rules and
the newly added domains, which are a total of 885 domains.
According to the performance at different thresholds analyzed
in Section V-C3, we cluster domains into 88 categories.

Fig. 6: Cluster Result of Domains.

Since we take a multi-dimensional feature matrix in clus-
tering, it is blurry for the scatterplot generated from projecting
all the sample points onto a plane in a two-dimensional
space. Therefore, the direct analysis cannot produce satis-
factory results. Therefore, we perform principal component
analysis (PCA) dimensionality reduction in clustering, which
involves calculating the covariance matrix and eigenvalues
and eigenvectors. Then, we choose the principal components,
which are the eigenvectors that correspond to the biggest
eigenvalues. The scatterplot of the cluster of domains is shown
in Figure 6.

The horizontal and vertical coordinates in the figure rep-
resent the principal components, which correspond to the fea-
tures of policy, location, chronology, and attribute. On the di-
agonal is the variance of each principal component represented

as a histogram. PC1 is the principal component corresponding
to the policy rule feature and has a wider distribution on the
image, indicating that the variance of the data in the PC1
direction is larger. The scatterplot represents the projection
of data points onto two principal components. Through the
scatterplot, it is clear that there are multiple domains clustered
into one category based on selecting identical privileges as
features. It proves the feasibility of our recommendation rules
based on identical privileges.

Object Class Number Object Class Number Object Class Number

socket 5,437 filesystem 32 service 48

file 3,555 context 13 passwd 107

dir 2,494 msg 54 peer 820

process 829 security 2 association 818

netif 2 process2 39 capability 809

key 530 system 9 database 55

packet 224 msgq 62 memprotect 87

dbus 277 nscd 86 bpf 5

fd 412 node 1 lnk file 3,166

sem 817 shm 818 unknown 1,029

TABLE II: Statistics of object types in each object class.

We use the same method to analyze the object types in
each object class such as file or process. The clustering results
obtained for some classes are similar to the clustering results
for the domains. Table II shows the statistics on the number of
object types in CentOS7 that are related to the object class. For
example, there are 3,555 object types in the file class. Based
on context-aware information, object types with more identical
privileges are clustered into one category. Figure 7 shows a
clustering scatterplot of randomly selected fifteen categories
of object types in file class clustered. The clustering effect is
apparent, indicating the presence of identical privileges among
different object types in the same category.

Fig. 7: Cluster Result of Object Types.

2) Contribution of Context-aware Feature based on SHAP
Interpretability Analysis: To demonstrate the positive impact
of the selected features on the clustering of types, we calculate
the contribution value of each feature to the clustering result
using the SHAP interpretable program. SHAP is built upon the
concept of Shapley values and is a widely used classification
model in coalitional games. Based on the samples represented
by feature vectors, SHAP can assign a value to each feature
input to the classifier which explains the relevance of that
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feature to the classification result. Specifically, we use a K-
means model to generate labels and employ one-hot to encode
the features. To calculate the value of SHAP, we artificially de-
termine the samples with identical privileges. According to the
encoded features and the comparison between predetermined
labels and labels generated by clustering. The SHAP value
effectively quantifies the contribution value of each feature.

In order to express the contribution of each feature in-
tuitively, we randomly selected ten categories to calculate
the SHAP values of each feature when clustering existing
and newly defined types and represent feature importance as
summary plots, which are shown in Figure 8 and Figure 9,
respectively. The vertical coordinates represent the selected
features. Four features are selected for the clustering of existing
types, while only three features are selected for clustering
of newly defined types due to the absence of rules in the
policy. The horizontal coordinates represent the magnitude of
the absolute value of the average SHAP. The colors show the
value of the contribution of the features to various categories.
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Fig. 8: Mean Absolute Value of the SHAP Values for Each Feature for
clustering of existing types.
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Fig. 9: Mean Absolute Value of the SHAP Values for Each Feature for
clustering of newly defined types.

Figure 8 indicates that the security policy feature plays a
crucial role in the clustering of existing types, which means
that the policy rules are more decisive in determining identical
privileges. In contrast, some samples lack certain features,
and therefore these features contribute less to clustering. For
instance, the majority of types in category 4 lack contained
attributes, so the attribute feature has less contribution to this
category. In addition, category 9 is prone to limited monitoring
data in the audit logs, thus the chronological features are
insignificant for this category and the remaining three features
contribute to clustering. When clustering newly defined types,
the attribute feature has less contribution. This is because
newly defined types are often not designated to be associated
with an attribute. Although the SHAP values are different for
each category, it proves the importance of each feature for
CASPR clustering.

C. Rule Recommendation

First, we introduce the evaluation metrics and detail the
false samples and their treatment. Afterwards, we control the
granularity of clustering by adjusting the thresholds of the
model and calculating the accuracy of the recommendation
rules at different thresholds in CentOS7. We also compare the
accuracy of CASPR with other policy recommendation models
to demonstrate the superiority of CASPR in the automated
recommendation of rules.

1) Performance of Rule Recommendation: We use the
statistics of the positive and negative samples to calculate four
metrics in the confusion matrix, including TP, FP, TN, and
FN, to measure the performance of CASPR. Table IV shows
that CASPR achieves 92.439% accuracy, 93.472% precision,
94.627% recall, and 94.046% F1-score. The high accuracy
indicate the effectiveness of automatically recommending rules
based on the identical privileges between domains or object
types. The high F1-score indicates that CASPR has few false
positives and false negatives, which still cannot be ignored.
We analyze the reasons and illustrate the treatment.

Analysis of the Reasons for the False Samples: False
Positives (FP) is the number of rules leading to over-
authorization that should be denied but still recommended.
False Negative (FN) is the number of missing rules that should
have been allowed but not added to the recommended list. We
conduct a manual analysis to identify the underlying reasons
causing them. Firstly, it is ideal for the samples that are
clustered into one category to have exactly identical privileges.
However, it is unlikely for the types in SELinux. Therefore,
the privileges differences circumvented during the computa-
tion of the learning model in the SELinux access control
mechanism are normal. In the process of circumventing these
differences, we may inadvertently lead to over-authorization
of rule recommendations. Secondly, CASPR is not suitable for
analyzing the categories containing fewer samples. In addition,
using the object classes with fewer object types as input
affects the accuracy of clustering calculations, which results
in underreporting. However, the omissions are not significant
as these missing rules can be largely addressed with anomaly
detection.

Disposal of False Samples: After recommending rules
by CASPR, rules that are not recommended and cause under-
privileging still require manual assessment. Unpermitted re-
quests that are not covered by rules are recorded in the
audit log. The system administrator only needs to determine
legitimate privileges according to the audit logs. Filtering the
recommended rules from those that would cause excessive
privileges is also more feasible for administrators than making
rules from scratch. CASPR significantly reduces the time
required for manual policy configuration by system adminis-
trators and concurrently lowers the probability of configuration
errors. In this way, CASPR makes a positive effort to narrow
the attack surface.

2) Recommendation Rules for New Types: To illustrate the
effectiveness of CASPR for new types in recommending rules,
we conduct a separate analysis. Its accuracy is 82.366%, which
is slightly lower than the accuracy rate when recommending
rules for existing types for the following two reasons. First,
the crucial feature of security policy is absent. By analyzing
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Threshold Setting
True Malicious

(TP)

False Malicious

(FP)

True Benign

(TN)

False Benign

(FN)

True Positive

Rate (TPR)

False Positive

Rate (FPR)
Accuracy F1-score

n=2 69.631% 30.369% 41.903% 58.097% 47.895% 35.726% 53.938% 61.153%

n=4 73.985% 26.015% 49.729% 50.271% 63.444% 38.154% 62.854% 65.982%

n=6 78.697% 21.303% 56.694% 43.306% 69.764% 32.298% 69.003% 70.897%

n=8 82.722% 17.278% 64.263% 35.737% 76.353% 27.275% 75.014% 75.732%

n=10 93.472% 6.528% 90.612% 9.388% 94.627% 11.302% 92.439% 94.046%

n=12 89.503% 10.497% 80.034% 19.966% 87.988% 17.649% 89.503% 85.457%

TABLE III: Performance of CASPR recommendation rules under different thresholds.

the feature contribution values in Section V-B2, it is evident
that the security policy is the most important feature, while
the newly defined types lack the relevant rules, and many of
them even lack attributes, which affects the accuracy. Secondly,
we establish a stricter threshold for the clustering of new
types. The FP of recommending rules for new types is 8.469%
and FN is 26.941%. In the scenario of recommending rules,
FP occurs when rules that cause excessive privileges are
recommended for types, while FN occurs when the privileges
they should have are not added to the policy. For system
administrators, if there is underreporting, the related behaviors
will be denied and administrators need to add them manually;
while if there are a lot of misreporting scenarios, security vul-
nerabilities may occur due to over-authorization. To minimize
the false positive rate, we set a stricter threshold, which also
affects the accuracy of the rule recommendation.

3) Accuracy of CASPR at Different Thresholds: The thresh-
olds, which control the granularity of clustering are determined
by the number of categories to be clustered, denoted as k. The
effect of the recommendation of rules based on the clustering
results at different thresholds is shown in Table III.

The granularity of the clustering is determined by adjusting
the threshold k. Because the domains and object types can
be customized in SELinux, the number of samples in the
clustering process is not fixed. For the scalability of CASPR,
as the number of samples changes, the number of clusters
k can be adjusted accordingly to maintain the size of each
cluster unchanged. It is assumed that each category consists of
n samples on average, which means that n = all samples/k.
We use n as the criterion for clustering granularity. Generally
speaking, the more categories are clustered, the fewer samples
will be included. But there will always be a situation where the
number of clustered samples is large in some categories, and
the rest of the categories contain very few samples. Therefore,
we choose categories which contain more than 3 samples to
analyze to recommend the rules.

We compare the effect of the rule recommendation of
CASPR at different values of n. When the value of n is too
small, the granularity of clustering is excessively fine, causing
types with identical privileges to be clustered into different
categories and resulting in errors in rule recommendation.
Additionally, the number of samples in each category is too
small in fine-grained clustering, if the number is less than 3 we
will ignore this category without analyzing it, thus leading to
a large number of underreporting. For example, clustering 823
domains when n=2 means that they are required to be clustered
into 411 categories, and as a result, there are 298 categories

that contain fewer than 3 samples, which is unfavorable for
the analysis of privileges.

As the value of n increases, the clustering granularity
becomes coarser, and the rule recommendation of CASPR be-
comes better. Until n=10, the accuracy of the recommendation
reaches 92.439%. However, when n continues to increase, the
accuracy of CASPR decreases. Since the clustering granularity
is too coarse, resulting in clustering samples whose privileges
are not so identical into one category. For example, with
n=12, it means that we cluster all domains into 69 categories,
where the largest category contains 42 samples, thus leading
to generating over-granting rules. Thus, the experimental data
suggests that clustering is best at n=10.

4) Comparison CASPR with Policy Recommendation Mod-
els: In addition, we compare CASPR with a baseline model
based on EASEAndroid and SEPAL. Although they are de-
signed for SEAndroid policy recommendations, the policy
analysis can also be generalized. SEAndroid inherits the core
architecture of SELinux and is customized for mobile devices.
It leads to a high degree of similarity in the expression of their
policies. Figure 10 compares SEAndroid and SELinux policies,
which show that they contain the same fields, including types
and permissions. The similarity ensures consistency in data
input, enabling the methods to be applied in both systems. We
reproduce the baseline models in SELinux and calculate the
performance of the recommendation of SELinux policy rules
in CentOS7.

# SELinux policy rules for process execution and termination.
allow init_t domain : process { sigchld sigkill sigstop signull signal } ;

# SEAndroid policy rules for process execution and termination.
allow init domain:process { sigkill signal };
------------------------------------------------------------------------------------------------------------------
#SELinux policy rules for process access to directories and symbolically linked files.
allow init_t tmp_t : dir { open create read getattr setattr search } ; 
allow init_t tmp_t : lnk_file { read getattr } ; 

#SEAndroid policy rules for process access to directories and symbolically linked files.
allow init vold_data_file:dir { open create read getattr setattr search };
allow init vold_data_file:lnk_file { getattr };

Fig. 10: Comparision of SELinux Policy and SEAndroid Policy.

EASEAndroid uses classifiers to refine the policy collabo-
ratively. In particular, both the Nearest-neighbors-based clas-
sifier and the Pattern-to-rule distance measure judge whether
the rule should be allowed or not by measuring the distance
between the unknown and known rules. Specifically, two rules
can be neighbors if they are similar. An unknown rule can
be classified if the number of neighbors exceeds m and the
majority of neighbors account for more than σ. And if the
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distance between two rules is less than Dist as measured by
the pattern-to-rule distance, they are judged to be similar.

Compared to EASEAndroid, SEPAL not only considers
rule similarity but also integrates additional information to
represent the policy semantics better. The implementation of
SEPAL consists of the collection of atomic rules, feature
extraction, and classification using a wide & deep learning
model. SEPAL extracts attribute features, user ID features, and
NLP-based features. SEPAL integrates a wide linear model and
a deep neural network to capture more complex correlations
between rules and thus determine whether one rule is allowed
or not by predicting the preference of subjects for objects based
on their features.

Metrics Threshold
Evaluation Indicators

Accuracy Precision Recall F1-score FPR

CASPR
n=10,

0.2<θ<0.3
92.439% 93.472% 94.627% 94.046 11.302%

EASEAndroid
m=10,

σ=55%,

Dist=1

78.193% 84.166% 80.067% 82.348% 25.935%

SEPAL - 88.436% 84.794% 89.286% 86.983% 12.078%

TABLE IV: Comparison with other policy recommendation models.

CASPR considers the policy, file locations, audit logs, and
attribute information of the domains and object types. The
addition of context-aware information enhances the ability of
CASPR to recommend rules. We reproduce EASEAndroid and
SEPAL and deploy them in CentOS7 and train the model using
policy rules in SELinux. The comparison results are shown in
Table IV. CASPR achieves 92.439% accuracy, while EASEAn-
droid obtains 78.193% accuracy and SEPAL obtains 88.436%
accuracy. The results indicate that CASPR outperforms the
baseline models.

In addition to significantly higher accuracy, another major
advantage of CASPR is a model for generating recommen-
dation rules using context-aware information. EASEAndroid
and SEPAL can only recommend policy rules for existing
access requests and determine whether a certain access request
is allowed or not. While CASPR generates rules based on
privilege calculation, it is not limited to simply determining
existing rules. Therefore, CASPR is more responsive to the
requirements of the system, especially for assigning privileges
to new types.

D. Anomaly Detection

We add the recommended rules to the policy and analyze
if any anomaly arises subsequent to the policy modification.
Then, we patch the policy after detecting the anomalies. Out
of the recommended 97,583 rules in CentOS7, we identify a
total of 168 anomalies. Among these anomalies, the number of
constraint conflicts is 46, the number of policy inconsistencies
is 54, and the number of permission incompleteness is 58.
Some anomalies are caused by incomplete rules after recom-
mendation, while some anomalies are caused by false positives
in CASPR. Eliminating these anomalies requires recalculating

all the rules involved in the anomalies, including those gener-
ated to fix the anomalies, and inputting them to CASPR. If the
majority of the rules are not recommended, they are deleted.
Conversely, if they are recommended, we classify them in the
recommended list. It is intended to address inconsistencies
and incompleteness and to ensure the effective enforcement
of other rules. Additionally, we artificially generate some sets
of rules and use them to assess the effectiveness of anomaly
detection. The algorithms for anomaly detection and policy
refinement rely solely on basic regular matching and apply
to different versions of SELinux policy anomaly detection as
they have the same grammar and semantics. The algorithm
recognizes three kinds of anomalies, and we verify that the
method is accurate and practicable.

E. Performance Evaluation

1) Universality between Different Versions: To demonstrate
the adaptability of CASPR to various versions of SELinux pol-
icy rule recommendations, we deploy it in different operating
systems. We extract the standard SELinux policies in each
operating system and use 10% of those rules, as a test set, in
addition to some new types customized for testing the effect
of CASPR’s rule recommendations.

Table V shows the results of CASPR in recommendations
for different versions of the SELinux policy. CASPR achieves
92.582% accuracy, 92.397% precision, 93.982% recall, and
93.761% F1-score on average. The performance of policy
recommendations is affected by the number of rules in dif-
ferent systems, and the adequacy of the selected context-
aware information. In conclusion, the experimental results
indicate that whether applied to CentOS or Ubuntu systems,
CASPR consistently performs well, indicating its robustness
in recommending SELinux policies. It demonstrates that the
privilege calculation based on context-aware information is
universal to adapt to diverse system environments.

Accuracy Precision Recall F1-score FPR

CentOS6 91.163% 92.859% 94.987% 93.905% 15.214%

CentOS7 92.439% 93.472% 94.627% 94.046% 11.302%

CentOS8 92.687% 93.085% 93.508% 93.323% 14.365%

Ubuntu20 90.584% 90.925% 92.945% 93.457% 12.283%

Ubuntu22 91.422% 92.649% 94.384% 93.986% 14.744%

Ubuntu24 91.196% 91.394% 93.481% 93.847% 14.497%

Avg. 91.582% 92.397% 93.982% 93.761% 13.734%

TABLE V: Performance of CASPR for different versions of SELinux policy.

2) Base Configuration and Computational Efficiency: For
each version of the SELinux policy, CASPR needs to be
retrained. The initialization, including dataset loading, feature
extraction, and feature matrix construction, takes around one
hour on average on a server equipped with a 6-core CPU and
30GB of RAM. This is primarily due to the computational
complexity and the large volume of data involved. After
initialization, the clustering time for different domains and
types of entities varies significantly. These differences arise
from factors such as the sample size, convergence speed,
and the selected hyperparameters. Specially, clustering subject
domains takes approximately 1.5 minutes, while clustering
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object types requires around 8 minutes. Policy recommen-
dation, based on straightforward pattern matching after the
clustering phase, takes an additional approximately 3 minutes
to complete.

Despite variations in data sizes and rule complexities
across SELinux versions, CASPR consistently maintains a
reasonable runtime. The overall computational efficiency of
CASPR demonstrates its scalability and adaptability across
different systems and policy versions. Its ability to handle large
datasets and deliver timely policy recommendations makes it
a versatile solution for dynamic access control scenarios.

F. Case Analysis

We demonstrate CASPR on three cases to address the
following questions, whether rules are permitted and what
privileges are granted to a new type, and how to refine policy
after detecting anomalies.

1) Rule Recommendation for Existing Types: With the
development of technology and the continuous updating of
system resources, SELinux encounters various access requests.
To ensure the system can make prompt and accurate decisions
on these access requests, it is crucial to regularly update
the SELinux policy. However, if the SELinux policy lacks
rules, the system will deny access requests that should be
allowed, causing system irregularities or software functionality
that cannot be performed properly. Consequently, the system
administrator must manually authorize these access requests,
which is error-prone and time-consuming.

After ascertaining the categories of the domain and the
object type within the rule, the rules are determined by
CASPR. Subsequently, we judge them based on the privileged
information of other samples within the category. If the major-
ity of the domains in the category to which the subject belongs
have specific permission on this object, and the majority
of the types in the category to which the object belongs
also have the same permission to be implemented by this
subject, CASPR recommends this rule. For example, for the
rule allow systemd machined t system dbusd var run t
: dir { read }, the domain is systemd machined t, which
is used to control the systemd-machined process. The object
is a directory, and its type is system dbusd var run t,
which is used to identify system-level D-Bus services run-
ning in the /var/run/dbus/system bus socket directory. For
the subjects, the domains systemd localed t, systemd
hostnamed t, systemd timedated t, and so on, of its

category have permissions of reading to the directory of type
system dbusd var run t. If the object class is dir, the types
system dbusd t, dbusd etc t, system dbusd var lib t,
and so on, are authorized to be implemented with reading
permission by a subject of domain systemd machined t.
Therefore, we artificial that this rule is allowed and add it to
the policy.

2) Rule Recommendation for New Types: Typically, when
new software is installed on a system, it inherits the security
label of its parent directory. However, SELinux allows system
administrators to customize new security labels to achieve
fine-grained access control. In addition to customizing a new
security label, the administrator also grants the label with
corresponding privileges. However, given the extensive array

of rules in SELinux policy, it is challenging to avoid being
negligent. At the initial state, there are no rules related to new
types and we recommend policy rules through context-aware
information except for policy rules. If not granted authorization
promptly, behaviors related to subjects with a new domain and
objects with a new object type that are not assigned rules will
be intercepted.

For example, we install new software and assign it with
a new security label. When configuring the SELinux policy
to grant some privileges to this new software, to keep the
minimal authorization principle in SELinux and not to cause
over-authorization, we audit the privileges of the software to
know what privileges it needs to work properly. Then it is
essential to consider mainly its file and directory security,
process security, port security, and other resources to configure
the policy. This process is cumbersome and error-prone. We
use security context-aware information to infer what privileges
this software has. For instance, after installing the Nginx
server, the processes are assigned a new domain, such as
nginx t. The request of the client for files includes receiving
network connections, reading files, and sending file contents.
These behaviors are recorded in audit logs with short time
intervals. If clients are allowed to request files, these behaviors
should be authorized. Therefore, in addition to being autho-
rized to read files of https sys content t type, processes of
domain nginx t also have send msg permission on files of type
https client packet t. We feed both the known privileges and
other context-aware information into CASPR. We recommend
rules that are required for the software to function properly
and add them to the policy.

3) Anomaly Detection and Policy Refinement: By CASPR
calculation, it is determined that a certain domain of subjects
should have privileges but the policy lacks the relevant rules
to authorize them, it is recommended to add new rules to
the policy. However, in many cases, just adding these rules
does not allow the privileges to be executed properly. For
example, when assigning the permission of writing to the
nginx t domain, we not only recommend the rule allow
nginx t httpd sys content t : file write;, but also grant it the
permissions, including getattr, append, lock, ioctl and open due
to the restriction write file perms:open getattr write append
lock ioctl. Since the anomaly detection in CASPR is a rule-
matching process, CASPR effectively identifies anomalies and
refines the policy as long as the SELinux restriction file is
complete.

VI. RELATED WORK

Due to the complex semantics of security policies, it is
error-prone and time-consuming. There is a huge number
of prior studies related to security policies, which focus on
policy analysis, anomaly detection, and automatic generation
of security policy rules to refine and optimize the policies.

A. SELinux Policy Analysis

Multiple studies analyze security policy. Eaman et al. [13]
summarize 18 policy analysis tools and compare them from
aspects such as safety analysis, completeness analysis, in-
tegrity analysis, and information flow analysis. Various ap-
proaches [7], [10], [19], [22], [39] have been proposed to
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analyze SELinux and Security Enhancements for Android (SE-
Android) [44] policy. Some studies analyze the completeness,
and consistency of policy through semantic analysis [4], [22],
adjacency matrix [51], [52], information flow analysis [34],
and colored petri net [56] methods. Additionally, other work
focuses on the visualization of policy. These studies, such as
SPtrack [10], SEGrapher [27], BIGMAC [18], PoliGraph [11]
perform data visualization and simplifies policy analysis by
knowledge graphs, clustering methods, and natural language
processing.

B. Policy Anomaly Detection

Policy anomaly detection mainly detects inconsistency [8],
[42], incompleteness [49] and conflict anomalies. Various
methods have been proposed for detecting policy inconsisten-
cies, such as data mining [6], [12], [50], [58], testing [14], and
verification [16], [23]. There are some methods to effectively
detect misconfiguration when changing access control policies,
such as mining association rules from access history [6],
monitoring access control metadata updates [12], monitoring
access control behaviours based on a novel incident-based
decision tree approach [47], [50], analyzing the interaction
between configuration entities [58].

In order to test whether the policy is correct, it is necessary
to determine whether the output is as expected. Unfortunately,
manual test generation is tedious and insufficient to exercise
various policy behaviors. NLP technology [55] and fault detec-
tion model [14], [28] were proposed to achieve high structural
coverage and fault-detection capability. Furthermore, to verify
the policy, Margrave [16], which converts role-based access
control policies into the form of decision diagrams for analyz-
ing query and semantic difference information. Additionally,
a new abstraction-refinement technique [23] was proposed in
ARBAC security policies for automatic finding errors. Auto-
matic detecting of incompleteness and inconsistent anomalies
of policies in a large number of complex policies is a difficult
and challenging problem. There are some methods, such as
data classification tools [40], partial order relationships [57],
propagation of conflicts [56], trusted computing libraries [22],
conflict auditing methods [17], which efficiently detect and
resolve conflicting rules of security policies.

C. Automated Policy Generation

Typically, policy automation recommendation mines in-
formation from logs or policy rules. The classical methods,
such as large-scale semi-supervised learning methods [45],
SPDL [32], DOMinator [46], approximate mining and proba-
bilistic algorithms [31], quantitative scoring [36], rule mining
algorithm [29]. They are used to mine information from rules
to automatically analyze and refine policies [21]. The following
is the study of log information extraction and automatic
generation policy. They are based on time-changing decision
tree methods [50], static analysis [43], supervised learning-
based approach [24], a graph-based policy management mech-
anism [25] to extract policies from logs to address legitimate
privileges while avoiding over-granting [9].

The previous researches on security policies lack the
comprehensive analysis of security context-aware information.
CASPR, as a policy recommendation and anomaly detection

tool, greatly improves accuracy and adapts to complex envi-
ronments.

VII. DISCUSSION

This paper proposes a security policy rule recommendation
based on context-aware information and anomaly detection
methods, which are different from traditional methods. CASPR
utilizes multi-factors for comprehensive recommendations,
which can recommend effective and feasible security policy
rules. The importance of CASPR, feasibility of deployment,
and limitations are discussed below.

A. Significance.

Most of the previous researches focus on extracting infor-
mation from logs, policy rules, and anomalies, and then mining
the information to optimize security policy rules. CASPR uses
context-aware information for privilege calculation and policy
recommendation. Experiments in Section V-C demonstrate
that this approach receives high accuracy. Reproducing the
policy recommendation models of EASEAndroid and SEPAL
on SELinux and comparing them with CASPR illustrates
the superiority. The performance of CASPR demonstrates the
importance of context-aware information for policy recommen-
dation, which is more efficient and flexible.

B. Deployment.

CASPR as a policy rule recommendation tool can be
easily deployed in the operating system. Firstly, it collects
the context-aware information in the system and preprocesses
data for normalization. Then CASPR is used to automatically
generate a list of recommendation rules and continuously
optimize and refine the policies. The experimental results
show that CASPR applies to different versions of SELinux
policies, as shown in Section V-E. Although different versions
of the policy require retraining of the model, it is only trained
once during deployment. The experiments have shown that the
recommendations are efficient in accommodating the need for
privilege optimization in dynamic access control systems.

C. Limitation.

CASPR significantly improves the accuracy of policy
rule recommendations. Nonetheless, the following limitations
should be borne in mind. The primary limitation is the dif-
ference of policies for different versions, which causes the
results of policy analysis to be only suitable to the current
version of the policy. The policies for other versions need
to be re-learned and re-analyzed, by CASPR to recommend
policy rules and detect anomalies based on the analysis results.
The second limitation is that the context-aware information
of some samples is incomplete. For example, there is no
specific location information for port type. The context-aware
information lacks location information. Therefore, the location
information is only effective for types where location infor-
mation is available. Additionally, the algorithm of K-means
model is sensitive to the initial clustering centers and needs
to pre-determine the k-value. Therefore, multiple attempts and
adjustments need to be made based on the data to select the
optimal clustering result. Notwithstanding these limitations,
the study suggests that context-aware information contributes
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to policy recommendations, improving accuracy by calculating
these information.

VIII. CONCLUSION

This paper proposes a novel approach called CASPR to
address the challenges of recommending policy automatically.
CASPR takes a comprehensive view of context-aware informa-
tion, clusters domains, and object types by privilege calculation
automatically recommends security policy rules, and detects
three kinds of anomalies, such as constraint conflicts, policy
inconsistencies, and permission incompleteness. In this paper,
we implement CASPR and evaluate its performance. The
experimental results show that CASPR effectively recommends
appropriate security policy rules, which satisfy the functional
requirements without leading to over-granting. Compared with
other security policy rule recommendation methods, CASPR
significantly improves the accuracy rate and reduces human
effort. This study has significant research potential and value
for rule recommendation.
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