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Abstract—Ransomware attacks have become one of the most
widely feared cyber attacks for businesses and home users. Since
attacks are evolving and use advanced phishing campaigns and
zero-day exploits, everyone is at risk, ranging from novice users
to experts. As a result, much research has focused on preventing
and detecting ransomware attacks, with real-time monitoring of
I/O activity being the most prominent approach for detection.
These approaches have in common that they inject code into
the execution of the operating system’s I/O stack, a more and
more optimized system. However, they seemingly do not consider
the impact the integration of such mechanisms would have on
system performance or only consider slow storage mediums,
such as rotational hard disk drives. This paper analyzes the
impact of monitoring different features of relevant I/O operations
for Windows and Linux. We find that even simple features,
such as the entropy of a buffer, can increase execution time
by 350% and reduce SSD performance by up to 75%. To
combat this degradation, we propose adjusting the number of
monitored features based on a process’s behavior in real-time.
To this end, we design and implement a multi-staged IDS that
can adjust overhead by moving a process between stages that
monitor different numbers of features. By moving seemingly
benign processes to stages with fewer features and less overhead
while moving suspicious processes to stages with more features
to confirm the suspicion, the average time a system requires to
perform I/O operations can be reduced drastically. We evaluate
the effectiveness of our design by combining actual I/O behavior
from a public dataset with the measurements we gathered for
each I/O operation and found that a multi-staged design can
reduce the overhead to I/O operations by an order of magnitude
while maintaining similar detection accuracy of traditional single-
staged approaches. As a result, real-time behavior monitoring
for ransomware detection becomes feasible despite its inherent
overhead impacts.

I. INTRODUCTION

Ransomware attacks are currently one of the most prevalent
cyber attacks [14], affecting servers, personal computers,
laptops, mobile phones, and Internet of Things (IoT) devices [5].
Consequently, several techniques [5], [13], [23] have been
proposed to deal with ransomware attacks [5], classified
into three phases: prevention, detection, and response. In
research, there is a heavy focus on host-based solutions [5],
[8] since ransomware activity primarily occurs on the end

host, and many strains exhibit limited network activity [23],
e.g., just brief interactions with a command and control server
to obtain asymmetric encryption keys. Thus, network-based
approaches typically focus on preventing damage in the first
place by blocking this setup communication and preventing
further spreading [23]. Response strategies, e.g., storage-based
solutions such as protection offered by cloud providers [30]
or the use of additional storage space, transparently back up
files and revert the damage done by ransomware [9], [13], [39].
However, cloud storage creates network overhead, and space is
often severely limited, with additional storage space requiring
recurring payments, and adding additional local storage may
not be possible, e.g., for IoT devices or laptops.

Another defense tactic and key to this paper is dynamic
system behavioral analysis, which presents a detection approach
to ongoing attacks. Ransomware targets to quickly access and
modify many files because the risk that a user will try to open an
encrypted file, thus uncovering the ransomware, increases with
time and the number of affected files. As a result, ransomware
exhibits peculiar behavior when interacting with the file system,
which prompted many state-of-the-art detection mechanisms
to exploit these patterns for ransomware detection by actively
monitoring I/O activity for traces of malicious behavior [3],
[7], [13], [24]. Consequently, these I/O operations must be
intercepted and/or modified on the end host to collect statistical
information, such as the file type accessed.

Important to consider is, that for dynamic behavioral analysis,
the detection mechanism needs to monitor relevant activity at
the kernel level, which cannot be offloaded to the network
as done in many other security areas, e.g., Wazuh [41], since
the information needs to be collected locally in the kernel
itself. While some features, e.g., the number of files that are
created, are relatively inexpensive and only cause minimal
delays, more complex operations, such as calculating a file’s
entropy [27] or creating backups of a file [13], incur much
higher delays. Similar to [36], we found that monitoring file I/O
via a Windows File System Filter Driver (minifilter) or eBPF
under Linux on systems equipped with a SATA solid-state drive
(SSD) introduces an overhead of up to 25% (35%) (cf. Sec. III)
and the peak performance of the SSD can be reduced to ≈ 25%
of its original performance (according to CrystalDiskMark
8.0.5). Consequently, features need to be monitored sparingly
to maintain the usability of modern hardware.

To the best of our knowledge, related work focused more
on detection performance and storage overhead than on
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realistic practicality. Ahmed et al. [3] investigated CPU and
memory overhead but did not consider I/O performance. While
Continella et al. [13] investigated the I/O overhead of ShieldFS
and acknowledged overheads of 25% or more, they considered
it no noticeable impact in real-world scenarios. We attribute
this to the fact that Continella et al.’s setup consisted of
rotational hard disk drives (HDDs), for which the Input/output
operations per second (IOPS) performance typically falls below
100 IOPS. A fixed overhead caused by the detection mechanism
can significantly impact real-world performance, especially
for modern SSDs (1,500,000 IOPS [35]) and I/O-intensive
applications. As a result, we question the typical assumption
by related work, which is whether dynamic behavioral analysis
for ransomware detection is still usable in modern computing
scenarios and how to minimize performance degradation.

To study this question, we develop and evaluate various
strategies for dynamic monitoring under the two most common
Operating Systems (OSs), Linux and Windows, to analyze
the I/O performance impact of real-world monitoring of
features. Specifically, we investigate the impact of features
like the entropy calculation for read/write calls and discuss
its implications for the usability of existing ransomware
detection approaches. Our results show that depending on
the complexity of the monitored information, the execution
time can be increased by up to 350%, which renders naive
dynamic monitoring unfeasible for practical use.

However, we also discovered that basic features can be
monitored with minimal overhead. Leveraging those, we
propose a Multi-Staged Intrusion Detection System (IDS)
(MS-IDS) to dynamically adjust the number of features
monitored for each process to minimize the performance impact
dynamic behavioral monitoring has on benign processes while
maintaining comparable detection performance to traditional
approaches that continuously monitor all features. Our MS-IDS
uses Random Forest Classifiers (RFs) for each stage, which
are optimized for different subsets of features to incur minimal
overhead for each stage’s considered set of features. To evaluate
the effectiveness of the designed MS-IDS, we use a publicly
available dataset [13]. Using an MS-IDS, we decreased the
incurred I/O latency overhead for benign processes from
180.76± 102.86% to below 18.56± 54.5%, which allows us
to protect modern systems with negligent impact on practical
ransomware detection.

In this paper, we make the following main contributions:
• We, to the best of our knowledge, provide the first

overview of I/O performance considerations in state-of-
the-art approaches (Sec. II).

• We identify performance limitations of behavioral moni-
toring on modern systems that require fast I/O (Sec. III).
Thus, while offering good resilience against ransomware,
security gains of existing state-of-the-art approaches may
be disregarded from an end-user perspective due to their
impact on I/O heavy workloads, especially with consumer
devices featuring SSDs.

• We design and implement an MS-IDS that dynamically
and individually adjusts the number of monitored features

based on the behavior exhibited by each process (Sec. IV)
and show that such an MS-IDS can reduce I/O overhead
significantly while still achieving its goal of detecting
malicious activity (Sec. V), demonstrating the feasibility
of real-time behavior monitoring on modern systems.

Our artifacts were evaluated as available, functional, and
reproducible by the artifact evaluation; please refer to Sec. A
for further details on obtaining and using the artifacts.

II. BACKGROUND AND RELATED WORK

Cryptographic ransomware is a category of malware that
encrypts files on an infected host while withholding the used
encryption key and promising to provide it against a ransom
payment [13]. An attacker exploits the fact that the affected
user may not possess data backups, thus risking losing valuable
files or starting laborious recovery measures due to inaccessible
vital files. While static and dynamic analysis is usable, recent
research has primarily focused on dynamic approaches due
to the ability to evade static approaches by creating new
ransomware samples and/or modifying and obfuscating existing
ones [2], [32]. Therefore, dynamic analysis of ransomware has
become widely used, with the analysis of I/O activity being
the most prevalent technique (cf. Tab. I) due to the inherent
property of ransomware to modify the victim’s file system.

A. I/O-based Ransomware Detection

Ransomware detection techniques that use I/O behavior to
identify malicious interactions with the file system typically
consider the following I/O characteristics [8], [43]: 1) Read-
s/Writes of files: As ransomware tries to quickly encrypt a
large number of files relevant to the user, a large number of
read/write operations are performed, 2) entropy: encrypted
data typically has a high entropy as bytes follow a random
distribution as a result of the encryption process, 3) file type
coverage: ransomware typically targets a specific set of file
types (relevant to the victim) and accesses a large number of
these files in a short amount of time, 4) directory listings: to find
the files that are to be encrypted, ransomware needs to traverse
a large number of directories and analyze its contents, 5-7) file
system changes (create/rename/delete): as file size may change
after encryption, e.g., due to adding padding or the addition of
ransomware-specific meta information, encryption often cannot
be performed in place. As a result, additional operations to
create temporary files, delete the original, or rename a new file
to the name of the original occur for each file processed by
the ransomware. Since state-of-the-art approaches report near-
perfect accuracy [43], and ransomware cannot change its need
to access mass storage due to its inherent nature, dynamic
behavior monitoring using file I/O-based characteristics is
a promising approach to reduce the danger of ransomware.
However, intercepting and recording features for every I/O
operation is computationally expensive and adversely affects
system performance.
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TABLE I: State-of-the-art ransomware detection approaches that utilize I/O behavior monitoring. Many do not consider I/O
performance or evaluate it against traditional HDDs. Entropy, accessed file types, and I/O access patterns/frequencies are
common features most detectors use.

Paper Year ML-based
I/O Disk Features

Performance Type Entropy File Directory File I/O Frequency/
Evaluation Types Traversal Similarity I/O Pattern

Continella et al. [13] 2016 ✓ ✓ HDD ✓ ✓ ✓ x ✓
Kharraz et al. [24] 2016 ? x ✓ x x x ✓
Scaife et al. [37] 2016 x ✓ ? ✓ ✓ ✓ x ✓
Kharraz and Kirda [25] 2017 ✓ ✓ ? ✓ ✓ ✓ x ✓
Palisse et al. [34] 2017 x ✓ HDD ✓ x x x x
Mehnaz et al. [29] 2018 ✓ ? ? ✓ ✓ x ✓ x
Shaukat and Ribeiro [38] 2018 ✓ x ✓ x ✓ ✓ ✓
Chew and Kumar [12] 2019 x x ✓ ✓ x x x
Hirano and Kobayashi [16] 2019 ✓ (✓) VMSSD ✓ x x x x
Lee et al. [27] 2019 ✓ x ✓ x x x x
Ayub et al. [7] 2020 ✓ x ✓ ✓ ✓ x (✓)
Jethva et al. [23] 2020 ✓ x ✓ x x ✓ x
Ahmed et al. [3] 2021 ✓ x x x x x ✓
Sanvito et al. [36] 2022 x ∼ SSD ✓ ✓ ✓ x ✓
Ayub et al. [8] 2023 ✓ x x ✓ x x x

✓annotates Yes, (✓) annotates Yes (but indirectly), x annotates No, ∼ annotates partially considered, and ? annotates Uncertain
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Fig. 1: Overview of I/O stacks under Linux/Windows.

B. File I/O in modern OSs

Before looking at related research w.r.t. to the I/O perfor-
mance of security mechanisms, we first provide a brief and
simplified overview of how Windows and Linux handle file I/O.
Both OSs use a set of abstraction layers between the physical
hardware, i.e., the HDD or SSD, and the user-space application
that initiates an I/O operation (cf. Fig. 1).

Windows: On Windows [20], [22], when the application
issues a file operation to the kernel, the I/O Manager receives
that request, looks up the requested file, checks access rights,
and, if the volume is not mounted, suspends the request until
the volume is available. Next, the I/O Manager creates an I/O
request packet (IRP) and forwards it to the File System Driver.
The driver then determines what operations need to be carried

out, checks if the file is available in the system’s cache, and, if
not, forwards the request to the appropriate device driver for the
target volume. Once the IRP is completed, the request’s result is
returned to the I/O Manager. On Windows, a file operation such
as read/write may require several IRPs to complete the function
in user space, e.g., every read/write requires a handle to open the
file and perform the requested operations before finally closing
the handle. As not all of these operations can be performed
in parallel, several interactions between the I/O Manager and
the device driver of the volume may be required. In addition
to the presented I/O stack, Windows has the concept of File
System Filter Drivers, short minifilters, which can perform
additional operations on IRPs. As a result, once a minifilter
is registered, every IRP needs to be processed by the Filter
Manager, which executes the relevant minifilters for the given
IRP. Since Microsoft has registered several minifilters [17],
one could hypothesize that such filters may process many IRPs.
Thus, most IRPs are already processed by the Filter Manager,
and minifilters have become the primary method to add I/O
functionality to Windows [8], [13], [20]. In addition to the
IRP-based I/O method, there is FastI/O [19], an optimized I/O
path to access cached files, and BypassI/O [18], which allows
even faster storage access, optimized explicitly for NVMEs
and targets applications utilizing DirectStorage. Regardless of
the I/O used, minifilters are generally supported.

Linux: On Linux [42], when an application invokes an I/O
operation, the Virtual File System (VFS) checks whether the
data is already present in the system cache (read) or if the
cache can buffer the data (write). If the VFS determines that
the hardware needs to be accessed, it initiates the descending
I/O path for the request and hands it to the Block I/O Layer,
which performs I/O scheduling and request merging. As a
result, the I/O path may be temporarily suspended (plugging)
in the request queue until sufficient requests are accumulated
or a timeout occurs. Once the request queue is unplugged,
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the requests are dispatched to the relevant device driver and
executed by the storage medium. Once the storage medium
finishes the request, an interrupt handles vital tasks before
deferring the remaining work to a SoftIRQ that the Block I/O
Layer handles. The Block Layer then wakes the user process
that initiated the I/O request, which copies the requested data
from the kernel to the application and finishes the I/O request.

Regardless of whether one uses a minifilter or eBPF, it is
clear that adding code to the execution directly impacts the
time an I/O operation needs to be completed.

C. Performance Overhead of Security Mechanisms

The advance of storage mediums, specifically the transition
to use faster and faster SSDs, has prompted OS developers to
optimize the I/O stack as much as possible [18], [19], [42].
At the same time, technologies like eBPF, or minifilters, allow
security researchers to easily add additional functionality to
the I/O, which is demonstrated by the fact that minifilters
appear to be the preferred way by developers and researchers
alike [8], [13], [20], [24], [43]. As a result, adding functionality
via such filters may increase the execution time of I/O paths,
thus significantly impacting system performance. Thus, if IDSs
utilize such functionality, minimizing the overhead added to
the I/O stack is vital to forestall the IDS thwarting the whole
system’s performance.

The vast majority of research on using IDS on end hosts
has focused on the IDS’s detection performance and is mainly
evaluated on prerecorded datasets (cf. Tab. I); thus, real-time
monitoring and feature processing is not a concern for them.
A performance aspect often considered is the requirement
for computational resources in Machine-Learning (ML)-based
IDS since the resource consumption for training/testing is
often a significant concern [31], as deep-learning models
often require a large amount of memory and GPU computing
power [6]. Nevertheless, some research specifically looked at
the performance impact of security mechanisms on end hosts:

An area where computational resources are a more prominent
concern is IDSs, specifically targeted at IoT deployments.
However, as shown by Mudgerikar et al. [33], who use strace
to monitor system call behavior, it takes two context switches
for each intercepted system call, causing significant overhead
and slowing benign applications down significantly.

Another area that emphasizes the performance impact of
security mechanisms on end hosts is the Anti-Virus software
(AV) sector. Even though AV vendors invest considerable effort
to minimize the performance impact for end users, real-time
monitoring still significantly impacts system performance, with
applications requiring more than 2× the number of CPU ticks
to perform the same tasks due to the monitoring overhead
induced by injected libraries [10].

Continella et al. [13] investigated the overhead of their
ShieldFS filesystem. While their measurements found that their
implementation could cause overheads up to 3.8×, the average
perceived overhead on five machines of real users was only
0.26× while not being noticeable. This could be explained by
using rotational hard disk drives in the machines on which the

evaluation was performed. As a result, they did not perform a
root-cause analysis to identify the cause for the overhead, nor
did they see the need for improvements.

Anecdotal evidence by Sanvito et al. [36] indicates that
monitoring may cause significant slowdowns to systems with
modern hardware. They found that enabling eBPF monitoring
of I/O-related calls can cause significant degradation of I/O
performance and even hypothesize that reducing the number
of monitored features in a multi-staged architecture could
solve this problem. However, the authors did not analyze what
features would be considered expensive to monitor, nor did
they implement their system; instead, they only evaluated the
detection performance based on a dataset. Thus, no assertions
w.r.t. to performance improvements can be made. Additionally,
their approach proposed to start monitoring new processes
with minimal features and did not state which features were
explicitly considered. We see several problems with this
approach: 1) their implementation assumes the identification of
“ticks” (similar to [13]), where a tick is triggered every time a
process interacts with a predefined number of files. However,
if the number of monitored features is minimized, many calls
will not be captured; thus, the ticks cannot be calculated in
practice; 2) it is unclear what performance improvements could
be gained by dynamically adjusting the number of features
that are monitored; 3) the authors did not consider how the
adjustment of monitored features would be handled in practice,
nor did they investigate the effects between how the number
of monitored features is changed and its implication on the
detection of ransomware and the potential for false positives.

Summarising the above, we conclude that promising state-
of-the-art security mechanisms, while providing excellent
protection against ransomware, often affect heavily optimized
OS mechanisms. At the same time, the effect on a system’s
performance has not seen widespread attention, leading to
several proposed state-of-the-art mechanisms that can only be
considered infeasible to deploy in modern systems, leaving
potential victims without essential protection mechanisms.

For some users, this overhead may be mostly negligible, e.g.,
office workers who mainly handle email and text documents
where I/O activity is low and infrequent. Still, they are also
affected during resource-intensive background tasks such as
system/software updates and restarting of applications or the
OS. Other users are more significantly affected, e.g., users
doing video editing, i.e., copying significant amounts of files
to and from their machines and executing encoding tasks. They
would see significant slowdowns in their workflow due to their
reliance on fast I/O. Similarly affected are gamers, as textures
must be loaded, which mainly depends on I/O speed, or users
with limited RAM who regularly rely on fast swap.

Research does not appear to be actively tackling the
performance issue and analyzing the trade-off between the
security gains and the induced overhead. Thus, an analysis
of the effect of different features, monitored by the kernel, is
required to identify starting points for optimization.
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Fig. 2: Monitoring overhead for different system calls on Windows 11. The plots show the distribution of the 10% trimmed
execution times across 250 × 10,000 individual measurements for each call and monitoring configuration. The horizontal line
denotes the value of the trimmed mean. Monitoring of features quickly becomes computationally expensive, with the calculation
of entropy values impacting execution times the most.

III. INITIAL MEASUREMENTS

Sec. II shows that modifications to the highly optimized I/O
stacks of modern OSs, as done by many security mechanisms,
could significantly impact the overall system’s performance
and might significantly hinder deploying real-time monitoring
of system behavior in real-world settings but has not seen
significant attention by researchers in the IDS community. To
identify where I/O is most heavily impacted, we analyzed
the overhead incurred by intercepting the relevant system
calls to monitor file I/O of software (cf. Fig. 2). We use an
eBPF extension (Linux) and a minifilter driver (Windows), as
both are highly optimized mechanisms designed to handle this
functionality. We considered multiple levels of monitoring for
each call:
Baseline: The kernel is unmodified, i.e., kernel functions

proceed unaltered to perform the disk I/O. Thus, no
overhead exists.

Monitoring OFF: The driver is added to the kernel, but the
PID is not included in the hash table. Thus, the execution
of the kernel function resumes immediately. This variant
shows the best possible performance for each call if it
should be possible to monitor the call at all, i.e., omitting
the hash-table lookup would result in a call being unable
to be monitored.

Monitored: The PID is included in the hash table, and the call
is reported to the monitoring application. The reported
information includes basic call parameters such as the
calling process’s PID and parameters provided to the
intercepted function.

Monitored+: Includes the basic features of Monitored but
also additional features that require additional calls to the
kernel, e.g., resolving the filename of the accessed file.

Entropy: Identical to Monitored+, but for READ and WRITE,
the entropy of the read/written data is calculated, which
is an essential feature as encrypted files typically have a
higher entropy than regular files.

The measurements of I/O execution time were performed
under Windows 11 (22621.3447) on a machine with an
i7-4770 CPU@3.40GHz, 16GB RAM, and a 500GB SATA

TABLE II: Distribution of I/O operations across ShieldFS.

Call Type PIDbenign PIDransomware Overall

READ 49.31% 8.99% 23.65%
WRITE 33.17% 67.42% 54.97%
LISTING 12.37% 18.97% 16.57%
CREATE 2.24% 2.13% 2.17%
DELETE 1.56% 0.01% 0.57%
RENAME 1.35% 2.48% 2.07%

#calls 117,785,809 206,314,252 324,100,061

SSD. Similarly, Linux measurements were performed on
an identical machine using Debian 11. We measured each
level for each I/O operation 2,500,000 times. We spread the
measurements over several days and different times to minimize
the influence of background activity, e.g., Windows performing
updates or other OS maintenance tasks. Finally, we discarded
the lower/upper 10% of data points to remove outliers due
to unusually high/low response times by the SSD and get a
clearer picture of real-world performance.

Our measurements (cf. Fig. 2) show that processing and
reporting a call introduces a significant overhead to all call types
that increases with the complexity of the gathered information,
while the overhead introduced by installing the kernel extension
but not recording a specific call is negligible. For eBPF, note
that eBPF programs are limited in length/complexity. Thus,
the entropy cannot be computed over the whole buffer, only
the first 4096 B, to adhere to the limitations set by the verifier.
Nevertheless, our analysis under Linux using eBPF shows
similar monitoring overhead with up to 46.1%, which would
increase for more complex operations once verifier limitations
are relaxed further.

Another important factor in monitoring overhead is the
frequency of the calls for which overhead is introduced. For
example, READ operations account for nearly half of all
operations performed by benign processes on the observed
machines in the publicly available ShieldFS dataset [13] (cf.
Tab. II). In contrast, they only account for 9% of calls performed
by the ransomware samples. Comparatively, CREATE operations
constitute ≈2% of calls overall.
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To better assess the real-world impact on SSD performance,
we also tested the effects of monitoring in Entropy mode using
CrystalDiskMark 8.0.5 [1], a popular open-source benchmark-
ing tool to measure peak and real-world performance of SSDs.
Regardless of real-world or peak-performance tests, the read-
/write performance dropped from ≈530 MB/s to ≈130 MB/s.
The performance can be recovered by enabling multiple threads
per I/O queue and writing larger blocks of data (≥512 KiB).
As multiple threads generate I/O requests in parallel, even
if each request takes longer to generate, once I/O requests
reach the queue of the File System Driver, the SSD begins to
read/write and does not starve. However, while such settings
can be configured in a synthetic benchmark, they do not reflect
the implementation of real-world applications. Furthermore,
we saw that for smaller block sizes (4 KiB), the number of
threads per queue would need to be increased even more,
potentially exceeding the number of processing cores of a
CPU. We expect even more severe performance degradation
for the latest PCIe Gen5 SSDs with data rates above 10 GB/s
and IOPS performance above 1 million.

Overall, we see widespread monitoring causing significant
delays to syscalls, affecting the performance of modern high-
performance storage mediums. At the same time, if fewer
features are monitored (Monitoring OFF or Monitored),
the overhead in execution time of an I/O request could
be drastically reduced. The significant focus on detection
performance by related work and the limitations of existing
measurements regarding I/O performance open a research gap.
Thus, we investigate the effect of the real-time adjustment of
the monitored features for each I/O operation w.r.t. overhead
and ransomware detection, as this could result in drastic
performance improvements, allowing for improved ransomware
detection approaches.

IV. DESIGN

To tackle the issue of the I/O overhead of existing ran-
somware detection approaches caused by monitoring I/O
characteristics at runtime, we design a novel MS-IDS that
dynamically adjusts monitored features for each process to
minimize computational overhead while maintaining high
detection accuracy. It fills the previously outlined research
gap (cf. Sec. III) and follows the general hypothesis that
attacks with previously unknown malware are rare compared
to the number of benign processes. Thus, while overhead is
acceptable for malicious processes, most processes are benign,
and the influence of every security mechanism on regular
operation should be minimized. However, since no signatures
can be created for unknown attacks [40], signature-based
detection cannot be applied universally, and anomaly detection
is needed [40]. Therefore, every running process is a potential
candidate for malicious behavior, even though most do not
exhibit any. Thus, they may not require extensive monitoring but
cannot be excluded from monitoring, as vulnerabilities in the
software may compromise the process at runtime. Consequently,
behavior monitoring results in an inevitable overhead to the
runtime of all processes, thus slowing the overall system
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Fig. 3: Design of the MS-IDS. If calls for a given PID are
intercepted, relevant features are extracted and forwarded to
the MS-IDS while the execution of the PID continues.

significantly. Furthermore, there is a conflict between overhead
and the desire to monitor features such as entropy to detect
ransomware, as while it is a vital feature to identify ransomware
(cf. Sec. II), it also creates significant overhead (cf. Sec. III).

Our MS-IDS minimizes this overhead by dynamically sorting
processes into different levels of suspicion, i.e., stages, where
more suspicious processes are moved into higher stages with
increased monitoring; thus, also increased overhead. In higher
stages, the MS-IDS leverages more features to determine
if the process is malicious or benign software that just
momentarily exhibited abnormal behavior. At the same time,
such a design can only function if these lower stages are
sufficiently distrustful, i.e., move processes to higher stages
even for slight anomalies, as malicious processes may try
to evade the MS-IDS by flying under the radar of a stage’s
detection threshold.

As a threat model, we use the same model as in [25], [29],
and [43], i.e., we focus on the execution phase of ransomware
and assume a generally trusted operating system with pre-
installed detection tools. An attacker has already gained access
to a system and can access files like any other user-level
program. However, he cannot interfere with the kernel driver
used for monitoring or the classification itself.

In the following, we first provide more detailed insights into
our design (Sec. IV-A) before discussing (Sec. IV-C) how the
design is realized, how the classification in each stage works
(Sec. IV-B), and what design decisions were made based on
our measurements in Sec. III.

A. Design Overview

At the center of our prototype are two components: an OS-
specific monitoring framework and the detection engine in the
form of an MS-IDS (cf. Fig. 3):

Monitoring in Kernel: The OS-specific kernel extension
monitors a process by intercepting all kernel functions required
to extract the necessary features for the process’s current
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<latexit sha1_base64="iQbNza+L0uoKTza6sXPR8f1pxpE=">AAADaXicdVLbbhMxEHUTLiXcmvKC4MVqhFQEiTbQpvBQqQgeeKBSUUlTKbuKvN5J1oovK9tLE1n7EbzCl/EN/ATeNFVzaUe2dDRzZubMaOKMM2OD4O9GpXrn7r37mw9qDx89fvJ0q759ZlSuKXSp4kqfx8QAZxK6llkO55kGImIOvXj8uYz3foI2TMkfdppBJMhIsiGjxHpX72LgZHO/GGw1glYwM7wO2nPQQHM7GdQr38JE0VyAtJQTY/rtILORI9oyyqGohbmBjNAxGUHfQ0kEmMjN9Bb4lfckeKi0/9LimXcxwxFhzFTEnimITc1qrHTeFOvHTBI9beaSWXNodQ5vcQa6KVQCh2VBxSNnWBmerEi0ww+RYzLLLUh6qXCYc2wVLreGE6aBWj71gFDN/JCYpkQTav1ub5R3yzzl0DYFHJpUaSuYzJfTR5pkKaMTT8XXXEo4xGpSC7+A37aGY9/hdDaPWyhUuLBs7ZdQuE/Hp6RwO+8/eiESLqgSgsjEEyC54l5VdUGrU/SD1kHkwt1m+LpYTVmoTVPFKLhmUb6lYtcq1jtm/PaGb8qG/v7aq9e2Ds7etdqdVuf7XuNob36Jm+gl2kG7qI0O0BH6ik5QF1E0Rr/Qb/Sn8q9arz6vvrikVjbmOc/QklUb/wGp0SBI</latexit>wn�5
<latexit sha1_base64="yfpZvVJSzKf5qyjJmyQa1eqohtY=">AAADaXicdVLbahsxEFXsXlL3FrcvpX0RMYWU1madBid9CKS0D31oICV1HPAuRqsde4V1WSRtYiP2I/raflm/oT9RreMQX5JBgsPMmZkzw8QZZ8YGwd+NSvXe/QcPNx/VHj95+uz5Vv3FmVG5ptCliit9HhMDnEnoWmY5nGcaiIg59OLxlzLeuwBtmJI/7TSDSJCRZENGifWu3uXAyeZuMdhqBK1gZngdtOeggeZ2MqhXvoeJorkAaSknxvTbQWYjR7RllENRC3MDGaFjMoK+h5IIMJGb6S3wW+9J8FBp/6XFM+9ihiPCmKmIPVMQm5rVWOm8LdaPmSR62swls+bQ6hw+4Ax0U6gEDsuCikfOsDI8WZFohweRYzLLLUh6pXCYc2wVLreGE6aBWj71gFDN/JCYpkQTav1ub5V3xzzl0DYFHJpUaSuYzJfTR5pkKaMTT8U3XEo4xGpSC7+C37aGY9/hdDaPWyhUuLBs7ZdQuM/Hp6Rw2x8/eSESLqkSgsjEEyC55l5XdUGrU/SD1n7kwp1m+K5YTVmoTVPFKLhmUb6lYjcq1jtm/O6G78uG/v7aq9e2Ds52W+1Oq/Njr3G0N7/ETfQGbaMd1Eb76Ah9Qyeoiygao1/oN/pT+VetV19VX19RKxvznJdoyaqN/6DRIEU=</latexit>wn�2

<latexit sha1_base64="QaDTF+K+xGRwAjDnqlR7dRBp2b8=">AAADaXicdVLbbhMxEHUTLiVc2sALgherEVIRJNpAlMJDpSJ44IFKRSVNpewq8nonWSu+rGwvTWTtR/AKX8Y38BN401TNpR3Z0tHMmZkzo4kzzowNgr9bleqdu/fubz+oPXz0+MnObv3pmVG5ptCjiit9HhMDnEnoWWY5nGcaiIg59OPJ5zLe/wnaMCV/2FkGkSBjyUaMEutd/Yuhk81OMdxtBK1gbngTtBeggRZ2MqxXvoWJorkAaSknxgzaQWYjR7RllENRC3MDGaETMoaBh5IIMJGb6y3wK+9J8Ehp/6XFc+9yhiPCmJmIPVMQm5r1WOm8KTaImSR61swls+bQ6hze4gx0U6gEDsuCikfOsDI8XZNoRx8ix2SWW5D0UuEo59gqXG4NJ0wDtXzmAaGa+SExTYkm1Prd3ijvlnnKoW0KODSp0lYwma+mjzXJUkannoqvuZRwiNW0Fn4Bv20Nx77D6Xwet1SocGHZ2i+hcJ+OT0nh9t5/9EIkXFAlBJGJJ0Byxb2q6oJWtxgErYPIhfvN8HWxnrJUm6aKUXDNonwrxa5VbHbM+O0N35QN/f21169tE5y9a7W7re73TuOos7jEbfQS7aF91EYH6Ah9RSeohyiaoF/oN/pT+VetV59XX1xSK1uLnGdoxaqN/6bRIEc=</latexit>wn�4
<latexit sha1_base64="ERFL+zraabGqroRFNXdpUjYfvu4=">AAADaXicdVLbahsxEFXsXlL3FrcvpX0RMYWU1mbdBCd9CKS0D31oICV1HPAuRqsde4V1WSRtYiP2I/raflm/oT9RreMQX5JBgsPMmZkzw8QZZ8YGwd+NSvXe/QcPNx/VHj95+uz5Vv3FmVG5ptCliit9HhMDnEnoWmY5nGcaiIg59OLxlzLeuwBtmJI/7TSDSJCRZENGifWu3uXAyeZuMdhqBK1gZngdtOeggeZ2MqhXvoeJorkAaSknxvTbQWYjR7RllENRC3MDGaFjMoK+h5IIMJGb6S3wW+9J8FBp/6XFM+9ihiPCmKmIPVMQm5rVWOm8LdaPmSR62swls+bQ6hw+4Ax0U6gEDsuCikfOsDI8WZFohweRYzLLLUh6pXCYc2wVLreGE6aBWj71gFDN/JCYpkQTav1ub5V3xzzl0DYFHJpUaSuYzJfTR5pkKaMTT8U3XEo4xGpSC7+C37aGY9/hdDaPWyhUuLBs7ZdQuM/Hp6Rw27ufvBAJl1QJQWTiCZBcc6+ruqDVKfpBaz9y4U4zfFespizUpqliFFyzKN9SsRsV6x0zfnfD92VDf3/t1WtbB2cfW+1Oq/Njr3G0N7/ETfQGbaMd1Eb76Ah9Qyeoiygao1/oN/pT+VetV19VX19RKxvznJdoyaqN/6PRIEY=</latexit>wn�3

<latexit sha1_base64="2lheDzDa5kltqBrFj+CyQnBfvb8=">AAADaXicdVLbbhMxEHUTLiVc2sALgherEVIRJNqFKoWHSkXwwAOVikqaStlV5fVOslZ8Wdlemsjaj+AVvoxv4CfwpqmaSzuypaOZMzNnRpPknBkbBH83avU7d+/d33zQePjo8ZOt7ebTU6MKTaFHFVf6LCEGOJPQs8xyOMs1EJFw6Cfjz1W8/xO0YUr+sNMcYkFGkg0ZJda7+hfnTrbD8ny7FXSCmeF1EM5BC83t+LxZ+xalihYCpKWcGDMIg9zGjmjLKIeyERUGckLHZAQDDyURYGI301viV96T4qHS/kuLZ97FDEeEMVOReKYgNjOrscp5U2yQMEn0tF1IZs2B1QW8xTnotlApHFQFFY+dYVV4siLRDj/Ejsm8sCDppcJhwbFVuNoaTpkGavnUA0I180NimhFNqPW7vVHeLfNUQ9sMcGQypa1gslhOH2mSZ4xOPBVfcynhkKhJI/oCftsajnyHk9k8bqFQ6aKqtV9C6T4dnZDS7bz/6IVIuKBKCCJTT4D0intV1QWdbjkIOvuxi3bb0etyNWWhNs0Uo+DaZfWWil2rWO+Y89sbvqka+vsLV69tHZy+64TdTvf7Xutwb36Jm+gl2kG7KET76BB9Rceohygao1/oN/pT+1dv1p/XX1xSaxvznGdoyeqt/53RIEQ=</latexit>wn�1
<latexit sha1_base64="YFL5z7LdWVzz6lkcTUJLpjr1/1s=">AAADZ3icdVLbahsxEFXsXlL3kqSFUuiLGlNIabys2+C0D4GE9qEPDaSkTgLexWi1Y6+ILoukbWzEfkNf20/rJ/QvonUc4ksySHCYOTNzZpgk58zYMPy3Uqvfu//g4eqjxuMnT5+trW88PzGq0BS6VHGlzxJigDMJXcssh7NcAxEJh9Pk/EsVP/0F2jAlf9pxDrEgQ8kGjBLrXd2LvpNlf70ZBuHE8DJoT0ETTe2ov1H7HqWKFgKkpZwY02uHuY0d0ZZRDmUjKgzkhJ6TIfQ8lESAid1EbYnfek+KB0r7Ly2eeGczHBHGjEXimYLYzCzGKudtsV7CJNHjViGZNXtWF7CNc9AtoVLYqwoqHjvDqvBoQaIdfIodk3lhQdIrhYOCY6twtTOcMg3U8rEHhGrmh8Q0I5pQ6zd7q7w75qmGthngyGRKW8FkMZ8+1CTPGB15Kr7hUsIhUaNG9BX8tjUc+g7Hk3ncTKHSRVVrv4TSHRwek9JtfvzshUi4oEoIIlNPgPSae13VhUGn7IXBbuyirVb0rlxMmalNM8UouFZZvbliNyqWO+b87obvq4b+/tqL17YMTj4E7U7Q+bHT3N+ZXuIqeo020RZqo120j76hI9RFFDH0G/1Bf2v/62v1l/VXV9TayjTnBZqz+ptLM0cf0g==</latexit>wn

benign
malicious

<latexit sha1_base64="MBygMjf3cHiZd8r5zdlwV9q3tBQ=">AAADbnicdVLbahsxEFXsXlL3lqTQl1IqYgoujZd1G5z2IZDSPvShgZTUScC7GK127BXRZZG0qY3Y3+hr+1v9i35CtY5DfEkGCQ4zZ2bODJPknBkbhn/XavU7d+/dX3/QePjo8ZOnG5tbJ0YVmkKPKq70WUIMcCahZ5nlcJZrICLhcJqcf67ipxegDVPyh53kEAsykmzIKLHeFYloBFgMnGCyHGw0wyCcGl4FnRloopkdDTZr36JU0UKAtJQTY/qdMLexI9oyyqFsRIWBnNBzMoK+h5IIMLGbii7xa+9J8VBp/6XFU+98hiPCmIlIPFMQm5nlWOW8KdZPmCR60i4ks2bf6gJ2cA66LVQK+1VBxWNnWBUeL0m0ww+xYzIvLEh6qXBYcGwVrlaHU6aBWj7xgFDN/JCYZkQTav2Cb5R3yzzV0DYDHJlMaet3XyymjzTJM0bHnoqvuZRwSNS4EX0Bv20Nh77D8XQeN1eodFHV2i+hdJ8Oj0nptt9/9EIk/KRKCCJTT4D0intV1YVBt+yHwV7solY7elMup8zVppliFFy7rN5CsWsVqx1zfnvDt1VDf3+d5WtbBSfvgk436H7fbR7szi5xHb1A26iFOmgPHaCv6Aj1EEU5+oV+oz+1f/Xn9Zf1V5fU2tos5xlasHrrP9WmIpk=</latexit>

m � mmin
<latexit sha1_base64="wLaqeyYU9SFNu4YzBs38ofkuPJM=">AAADaXicdVLbbhMxEHUTLiXcGnhB8GI1QiqCrDZQpfBQqQgeeKBSUUlTKbuKvN5J1oovK9sLiaz9CF7hy/gGfgJvmqq5tCNbOpo5M3NmNEnOmbFh+HerVr91+87d7XuN+w8ePnq803xyZlShKfSo4kqfJ8QAZxJ6llkO57kGIhIO/WTyqYr3f4A2TMnvdpZDLMhYshGjxHpXXwydYLIc7rTCIJwb3gSdBWihhZ0Mm7WvUapoIUBayokxg06Y29gRbRnlUDaiwkBO6ISMYeChJAJM7OZ6S/zSe1I8Utp/afHcu5zhiDBmJhLPFMRmZj1WOa+LDRImiZ61C8msObS6gDc4B90WKoXDqqDisTOsCk/XJNrR+9gxmRcWJL1QOCo4tgpXW8Mp00Atn3lAqGZ+SEwzogm1frfXyrthnmpomwGOTKa09bsvVtPHmuQZo1NPxVdcSjgkatqIPoPftoZj3+F0Po9bKlS6qGrtl1C6j8enpHS77z54IRJ+UiUEkaknQHrJvazqwqBbDsLgIHbRXjt6Va6nLNWmmWIUXLus3kqxKxWbHXN+c8PXVUN/f531a9sEZ2+DTjfofttvHe0vLnEbvUC7aA910AE6Ql/QCeohiiboF/qN/tT+1Zv1Z/XnF9Ta1iLnKVqxeus/5+ggsg==</latexit>mmin

<latexit sha1_base64="dSlizUzUdVfUoxi0I5H7qMgNS/E=">AAADZXicdVLbbhMxEHUTLiVQaAvihQesRkhFkNWGVik8VCqCBx6oVBTSVsquIq93krXqy8r2QiJrP4FX+Da+gN/Am6ZqLu3Ilo5mzsycGU2Sc2ZsGP5dq9Xv3L13f/1B4+GjjcdPNre2T40qNIUeVVzp84QY4ExCzzLL4TzXQETC4Sy5+FTFz36ANkzJ73aSQyzISLIho8R6V5cOxGCzGQbh1PAqaM9AE83sZLBV+xqlihYCpKWcGNNvh7mNHdGWUQ5lIyoM5IRekBH0PZREgIndVGuJX3lPiodK+y8tnnrnMxwRxkxE4pmC2MwsxyrnTbF+wiTRk1YhmTWHVhfwFuegW0KlcFgVVDx2hlXh8ZJEO3wfOybzwoKklwqHBcdW4WpjOGUaqOUTDwjVzA+JaUY0odbv9UZ5t8xTDW0zwJHJlLaCyWIxfaRJnjE69lR8zaWEQ6LGjegz+G1rOPYdutN53Fyh0kVVa7+E0n087pLS7ex98EIk/KRKCCJTT4D0intV1YVBp+yHwUHsot1W9LpcTpmrTTPFKLhWWb2FYtcqVjvm/PaGb6qG/v7ay9e2Ck7fBe1O0Pm23zzan13iOnqBdtAuaqMDdIS+oBPUQxSN0C/0G/2p/atv1J/Vn19Sa2uznKdoweov/wO9GB6x</latexit>cm

<latexit sha1_base64="vfikeo8XUI/JKODkXwOHd/lF3Ss=">AAADa3icdVLbbhMxEHUTLiVc2tI34MFqVKkIEu1ClcJDpSL6wAOVikraouwq8nonWau+rGwvJLL2K3iFD+Mj+Id601TNpR3Z0tHMmZkzo0lyzowNgn8rtfq9+w8erj5qPH7y9Nna+sbzU6MKTaFLFVf6PCEGOJPQtcxyOM81EJFwOEsuPlfxs5+gDVPyux3nEAsylGzAKLHe9SOypOi7Ii/7682gHUwML4NwCppoasf9jdrXKFW0ECAt5cSYXhjkNnZEW0Y5lI2oMJATekGG0PNQEgEmdhPFJd72nhQPlPZfWjzxzmY4IowZi8QzBbGZWYxVzttivYRJosetQjJr9q0u4C3OQbeESmG/Kqh47AyrwqMFiXbwIXZM5oUFSa8UDgqOrcLV3nDKNFDLxx4QqpkfEtOMaEKt3+6t8u6YpxraZoAjkyltBZPFfPpQkzxjdOSp+IZLCYdEjRrRIfhtazjyHU4m87iZQqWLqtZ+CaX7dHRCSrf1/qMXIuEXVUIQmXoCpNfc66ouaHfKXtDei12004pel4spM7VpphgF1yqrN1fsRsVyx5zf3fBN1dDfX7h4bcvg9F077LQ733abB7vTS1xFL9EW2kEh2kMH6As6Rl1EkUC/0R/0t/a/vll/UX91Ra2tTHM20ZzVty8ByBkhoA==</latexit>⌧up

<latexit sha1_base64="xjA5X8552UQ4Br4QFAycyky7oGo=">AAADbXicdVLbbhMxEHUTLiXc2iKeQMhqhCgqiXZplcJDpSJ44IFKRSVtpewq8nonWau+rGwvTWTtZ/AK38VX8At401TNpR3Z0tHMmZkzo0lyzowNgr8rtfqdu/furz5oPHz0+MnTtfWNE6MKTaFLFVf6LCEGOJPQtcxyOMs1EJFwOE3OP1fx05+gDVPyhx3nEAsylGzAKLHe1YssKfouVRey7K81g3YwMbwMwilooqkd9ddr36JU0UKAtJQTY3phkNvYEW0Z5VA2osJATug5GULPQ0kEmNhNNJf4tfekeKC0/9LiiXc2wxFhzFgknimIzcxirHLeFOslTBI9bhWSWbNvdQHvcA66JVQK+1VBxWNnWBUeLUi0gw+xYzIvLEh6qXBQcGwVrjaHU6aBWj72gFDN/JCYZkQTav1+b5R3yzzV0DYDHJlMaSuYLObTh5rkGaMjT8XXXEo4JGrUiL6A37aGQ9/heDKPmylUuqhq7ZdQuk+Hx6R0mzsfvRAJF1QJQWTqCZBeca+quqDdKXtBey920VYrelsupszUppliFFyrrN5csWsVyx1zfnvD7aqhv79w8dqWwcn7dthpd77vNg92p5e4il6gTbSFQrSHDtBXdIS6iCKFfqHf6E/tX/15/WX91SW1tjLNeYbmrP7mP5UyIoc=</latexit>⌧down

Fig. 4: Stage classification process.

stage, e.g., syscalls or file I/O. Kernel functions currently not
monitored for a process are continued, thus minimizing the
introduced computational overhead. To monitor which calls
need to be intercepted for each process, our MS-IDS uses a
hash table that maps the process’s PID to its current stage.
If a kernel function is monitored, the relevant information is
gathered and sent to the detection engine before the execution is
returned to the regular operation of the function. An important
aspect is deciding which calls are being monitored at which
stage, which we analyze in detail in Sec. IV-C.

Multi-Staged IDS: The other component of our MS-IDS
is the detection engine, which runs in a separate process
to decouple the processing and classification of gathered
information from the interception of the kernel function.
The advantage of this is two-fold: first, the delay to kernel
functions is minimized. Second, it allows the MS-IDS to scale
by adjusting how often a process is classified and creating
additional instances of the detection engine to handle many
processes. For classification, we decided to use RFs as they are
robust and scalable and provide the feature importance of each
feature [11], which is essential when deciding which feature
to put into which stage. Furthermore, using RFs has proven
effective in detecting ransomware activity [13] based on I/O
characteristics.

B. Classification Procedure

The MS-IDS monitors each process and individually decides
if it should be moved to a higher/lower stage. While a
process resides in a stage, all monitored events are passed
to a process-specific buffer and classified with the stage’s
RF. The detection engine models the process’s behavior by
generating a classification window (wn) every 20 preprocessed
calls. Each window consists of the behavior across the last
second of the process’s execution for which relevant features
are extracted, and finally, the window is classified. To allow for
sufficient data for classification in a stage, the model requires
m ≥ mmin classification windows to be present, where mmin

denotes the minimum number of windows and m the currently
available number (cf. Fig. 4). As each classified window has a
certain probability of being malicious, cm denotes the average
probability that the current sequence of m windows is malicious.
If cm exceeds one of the stage’s thresholds τ , it is moved to
another stage, i.e., if cm ≥ τup, the process is moved to the
next higher stage, while it is moved to the next lower stage
if cm ≤ τdown. Once a process is in the last stage but still
classified as malicious, an alarm is raised, and appropriate
measures can be taken, e.g., terminating the offending process
to minimize damage to the system. Otherwise, if the stage
changes, the change is communicated to the kernel module

by updating the process’s stage allocation in the hash table.
If a process is supposed to be moved to a lower stage even
though it is already in the lowest stage, the stage resets, i.e.,
classification proceeds as if it has just entered the stage.

One crucial aspect is the classification right after a process
moves to a different stage. If a process moves to a lower
stage, i.e., a stage with fewer monitored features, all relevant
information of the previous second of the process’s execution
is already present. Thus, classification can proceed unaltered.
However, if the process moves to a stage with more features,
all monitored calls of the last second do not contain any
information on previously unmonitored features. Therefore,
we calculate these features only across those calls that include
the new information and classify the process according to the
outlined procedure.

Besides how a process is classified in a stage, another
characteristic of an MS-IDS is how stages are interconnected
and which features should be included in each stage.

C. Realization & Design Decisions

Like previous work [3], [13], [24], [26], we consider all
I/O actions that READ, WRITE, CREATE, DELETE, or RENAME
files or list the contents of directories (LISTING) of particular
importance for the detection of ransomware activity. To lay
the necessary foundations to realize the MS-IDS, i.e., decide
which features to monitor in which stage, we utilize the results
of our in-depth analysis of the monitoring overhead that is
caused by intercepting relevant system calls (cf. Sec. III) and
the feature’s feature importance in a model that contains all
features. A crucial design aspect of an MS-IDS is the design of
each stage, i.e., what is monitored and the transitions between
stages. Overall, the detection performance of the IDS should
remain comparable to that of traditional approaches that monitor
everything simultaneously.

During the realization of our MS-IDS, we investigate three
criteria that influence the overall performance of an MS-IDS:

Classification Performance: One crucial difference of
MS-IDS is that traditional IDSs try to balance precision and
recall while raising as few false positives as possible and
detecting all attacks. An MS-IDS can individually adjust the
balance between precision and recall in each stage, as a false
positive in an early stage does not directly result in an alarm,
which a human operator would need to investigate. Instead, a
process is moved to a stage with increased monitoring, while
the performance of the process is merely penalized due to the
increased monitoring overhead. As a result, a trade-off between
precision in low stages and monitoring overhead is created.
When looking at recall, it must be considered that lower stages
sacrifice features for performance gain. Thus, even though
higher stages could detect ransomware accurately if a lower
stage falsely classifies an attack as benign, the process may
never reach a stage where the malicious behavior is detected,
or the process is only moved at a later point in time, which
may cause more harm to the system.

Stage Overhead and Classification Frequency: Another
aspect that needs to be considered when designing the stages
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for an MS-IDS is the overhead introduced by each stage
and how the MS-IDS decides when to classify a process. As
the underlying idea of our approach is to reduce the set of
monitored features, it means that if a call is not monitored for
performance reasons, the MS-IDS cannot know about the file
I/O that was performed. Not only is the information contained in
the ignored call lost, but the fact that the call took place cannot
be used to decide when to query the MS-IDS. Consequently,
a tick-based approach, as presented by Continella et al. [13]
or Sanvito et al. [36], cannot be adopted unaltered as our
measurements (cf. Fig. 2) show that even monitoring basic
information, i.e., that a call has happened at all, already causes
significant overhead. Similarly, a purely time-based approach
would introduce overhead as it requires additional processing
during scheduling if monitored per process. Furthermore, such
an approach would not consider the I/O activity of the process,
i.e., it would require classifications for processes that do not
perform any I/O while also waiting for the next “tick” even
when a process fully utilizes the disk.

To decide which features to put into which stage, we trained
an RF using the ShieldFS dataset [13] as it contains real-
world benign behavior from eleven Windows machines. We
then calculated the feature importance of each feature and
considered, following related work [13], [24], [43], which
file I/O operations perform persistent changes to the disk.
For the design of our MS-IDS, these are WRITE, CREATE,
RENAME, DELETE, and OVERWRITE operations. However,
OVERWRITE did not appear to be used by the processes
in the dataset and was also not considered by the original
authors of ShieldFS. Thus, even though conceptually, it is
compatible with our MS-IDS design, we omitted OVERWRITE
in our feature space. Furthermore, we also took the frequency
distribution of the different operations and the implications on
the classification frequency into account. Finally, we settled
on the following configuration of our five-stage model to
distinguish between benign and ransomware processes while
minimizing I/O overhead:

Stage 0: CREATE, RENAME, and WRITE are in Monitored
mode, i.e., the relative numbers of the respective calls are
calculated for each window during preprocessing.

Stage 1: Monitoring WRITE operations is elevated to Mon-
itored+, i.e., the average write size and the number of
written file types are calculated.

Stage 2: Monitoring WRITE operations is further elevated
to Entropy, and DELETE and READ are monitored in
Monitored mode. DELETE and READ are also considered
for the relative numbers of calls, and the average written
entropy is calculated for each window.

Stage 3: Monitoring READ operations is elevated to Moni-
tored+, i.e., the average read size and the number of file
types read is calculated.

Stage 4: Monitoring READ operations is further elevated to
Entropy, and LISTING is monitored in Monitored mode.
LISTING is additionally considered for calculating the
relative number of calls in each window, and the average

Stage 0 Stage 1 Stage 2 Stage 3 Stage 4

Naive Monitoring (N)

Alarm

Stage 0 Stage 2 Stage 3 Stage 4

Reduced Detection Delay (RD)

AlarmStage 1

Increased Monitoring (IM)

Stage 0 Stage 1 Stage 2 Stage 3 Stage 4 Alarm

Suspicious Monitoring (SM)

Stage 0 Stage 1 Stage 2 Stage 3 Stage 4 Alarm

Fig. 5: Different Stage-Design configurations.

read entropy across all calls is calculated.

Detection Latency: A primary concern when designing
an IDS is the latency between the start of an attack and its
detection. For MS-IDS, this concern is exacerbated as it may
require a positive classification by several stages until an alarm
is raised. Therefore, the number of stages, the way the stages
are interconnected, and how quickly a process is allowed to
move to the next stage are fundamental properties that influence
the detection latency.

We propose and evaluate four architectures (cf. Fig. 5)
that interconnect the stages differently. The first is the naive
monitoring approach, “Naive Monitoring (N)”, where new
processes are sorted to the stage with negligible overhead
and moved up if suspected malicious. While this architecture
initially leaves ransomware with the most leeway, it also
imposes minimal overhead on benign processes. It builds upon
the assumption that ransomware will quickly be moved up
and detected by choosing ransomware-relevant features for all
stages. However, it could also allow for more straightforward
evasion, thus false negatives. The second architecture, “Reduced
Detection Delay (RD)”, moves a potentially malicious process
up by two stages while only being moved down a single stage
if a stage classifies them benign to reduce the detection latency.
With this design, processes exhibiting malicious behavior
are moved more quickly to stages that monitor additional
features, thus making more qualified decisions about the
process’s behavior faster. The third architecture, “Increased
Monitoring (IM)”, is one where processes start in a medium
state of observation. While this increases the overhead for
all new processes, the assumption is that benign processes
would quickly move to lower stages. Thus, their overhead
is reduced, while malicious processes are directly analyzed
with more features, thus reducing the risk of false negatives
and decreasing their detection latency. The final architecture,
“Suspicious Monitoring (SM)”, uses the opposite assumption of
the naive approach in that all processes are initially considered
potentially malicious and are directly monitored with all
features, but also maximum overhead. If a process exhibits
benign behavior, it will gradually be moved to lower stages,
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TABLE III: Distribution of session (s) and events (e) of the
ShieldFS dataset after preprocessing of IRP logs.

#sb #sm #eb #em

logsb 258 - 75,145,003 -

citroni - 14 - 1,870,921
crowti - 125 - 61,619,839
cryptodefense - 77 - 49,703,299
cryptowall - 157 - 86,196,590
teslacrypt - 10 - 6,923,603

logsm - 383 42,640,806 206,314,252

Overall 258 383 117,785,809 206,314,252

thus lifting overhead penalties. In contrast, malicious processes
can be recognized directly and be terminated to minimize the
potential damage they cause. However, depending on the tuning
of this last stage, there are potentially more false positives, as
the misclassification of a benign process would directly result
in a false alarm.

Ultimately, designing an MS-IDS based on these consider-
ations can drastically alleviate the cause overhead and, thus,
improve system performance without sacrificing detection
accuracy in detecting ransomware attacks.

V. EVALUATION

Using our four architectures, we now study whether our
MS-IDS can significantly reduce monitoring overhead while
maintaining a high detection performance. To answer this
question, we specifically investigate whether it (i) can detect
all attacks, even though malicious processes need to traverse
multiple stages, (ii) how the individual stages perform in their
classification task under limited information, (iii) how long it
takes for ransomware to be detected, and (iv) what overhead
reduction can be achieved using multiple stages. Additionally,
we compare all four architectures using the proposed five
stages and how the results change when the number of stages
is reduced to three. The idea is that with fewer stages, processes
could be moved to the alarm stage faster, thus reducing the
detection delay and, consequently, the damage caused by
ransomware. Specifically, we omit the second and second-
to-last stages for the three-stage variant of the MS-IDS. To
this end, we first provide an overview of our evaluation setup
(Sec. V-A) before we analyze how well our approach can detect
ransomware from the widely-used dataset ShieldFS (Sec. V-B),
and ultimately, the performance gains that can be achieved
by dynamically adapting the number of monitored features
(Sec. V-C).

A. Evaluation Setup

As the basis of our evaluation, we use the ShieldFS
dataset [13], as it contains real-world IRP logs collected from 11
volunteer Windows systems and IRP logs of Virtual Machines
(VMs) infected with ransomware samples. We decided against
deploying our MS-IDS on real machines because, depending
on the configuration, there may still be too much overhead
and/or false positives that would cause processes to terminate

unexpectedly. Furthermore, a direct comparison with the
performance measured by Continella et al. [13] is not possible
as while the authors did publish the IRP logs they gathered,
machine configurations, code for performance measurements
and ML-models are not contained in the publicly available
data. Thus, we opted to utilize our measurement from Sec. III,
as it gives us the precise overhead for each I/O operation and
different feature combinations. Using this data, we can use our
Baseline measurements and apply them to the behavior in the
ShieldFS dataset to get a baseline of the system performance
without interference by monitoring methods.

Preprocessing: For our MS-IDS, we were interested in file
interactions commonly associated with ransomware activity:
(i) CREATE, (ii) DELETE, (iii) RENAME, (iv) LISTING, (v) READ,
and (vi) WRITE. However, as multiple IRP calls are required for
several file interactions,e.g., the creation or deletion of files, and
are often only distinguishable by additional parameters in the
IRP request, the data required some preprocessing to identify
file system interactions such as creating, deleting, or renaming
files or listing the content of a directory. In particular, we
discarded calls that open/close file handles but do not perform
actions that are not realized by the OS and do not change the
state of the underlying file system. An example of such an
action is a file marked for deletion several times; the actual
deletion of the file is only realized once the last file handle
is closed. Finally, we labeled the processes of each session
according to the code and ground truth provided by the authors
of [13]. The final distribution of events across all sessions and
labels can be found in Tab. III. After labeling the dataset, we
divide all sessions into individual processes and split them into
train, validation, and test sets (70%/10%/20%). We used the
training data exclusively to train the RFs for each stage and
the test set for the evaluation. For hyperparameter tuning of
the RFs, we used 5-fold cross-validation.

Hyperparameter Tuning: For hyperparameter optimization
of the stages, i.e., the thresholds τup/down that decide when
a process moves up/down a stage and the minimum number
of events mmin that need to be generated before the process
is allowed to move to the next stage, we used the validation
set. We optimized hyperparameters using ray tune [28] and
the Optuna [4] search algorithm. Ray was configured to search
through 300 samples. Optuna was configured to perform a multi-
objective optimization with the f1-score, the resulting overhead
for benign processes, and the detection delay for ransomware
processes as our objectives. Specifically, we considered the
detection performance in the form of its f1-score as our
main criteria while discarding all results that produced false
classifications on the validation set, as a model directly using all
features can achieve similar performance [43]. In the following,
we explain the calculation of the other objectives:
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We first divide the set of processes P in the validation set
of IRP-logs into two sets:

R = {p|p ∈ P, p is ransomware}
B = {p|p ∈ P \R} .

We then define the delay for a ransomware process as:

delayp = tanh

(
#callsAlarm

p

t · σR

)
, p ∈ R,

where #callsAlarm
p is the number of I/O operations the process

performed until an alarm was raised, σR is the standard
deviation of the length of the I/O-logs generated by all
ransomware processes, and t is the acceptable threshold of
calls after which we require the ransomware to be detected.
For our evaluation, we used t = 1%. Thus, if ransomware is
quickly terminated due to an alarm being raised, the value of
delayp is close to zero. At the same time, the longer it takes
for the ransomware to be detected, a diminishing penalty is
applied, i.e., the metric asymptotically converges to one since
regardless of whether the ransomware was able to encrypt
10 GB of data or 20 GB of data, both can be equally bad if
vital files are affected early on.

Finally, we define the overhead a benign process is subjected
to, compared to the overhead that would be added if all features
were monitored for all calls, as:

overhead =

∑
p∈B

∑
o∈O

∑
s∈S #callss,o · call overheads,o∑

p∈B

∑
o∈O #callsallo · call overheadt,o

,

where S is the set of stages, O is the set of I/O operations,
and t refers to a traditional single-stage IDS, i.e., an IDS
where all features are monitored at once (thus, the overhead is
maximal).

Overhead can be directly used as an Optuna objective. At
the same time, for delay, we consider two variants: first, the
average delay across all ransomware processes, and second,
the maximum delay.

B. Classification Performance

First, we study whether an MS-IDS can compete with
traditional IDSs w.r.t. to its ability to detect ransomware, which
heavily depends on how stages are designed and how they are
interconnected (cf. Sec. IV-C). To this end, we use the optimal
hyperparameters from our optimization and simulate each of
the 12,847 processes in our test set to be classified by our
MS-IDS, i.e., the recorded IRP calls are passed to the detection
engine for each process. The traditional model operates like
an MS-IDS with only a single stage that contains all features.

1) Detection Performance: When comparing all versions
of our MS-IDS, we can see (cf. Tab. IV) that all models can
detect the 91 ransomware samples in our test set, which is
not unexpected as the ransomware processes in the dataset
created relatively long IRP logs; thus, theoretically, an MS-IDS
has multiple tries to detect the ransomware, i.e., for every
subsequence of calls that would allow the process to reach the
highest stage. However, due to the stage design, we also see

TABLE IV: Detection performance of the MS-IDS for three and
five stages and the respective architectures. Some architectures
have classified fewer processes due to them not containing the
monitored calls of the initial stage of the architecture.

TN FP FN TP F1
#Stages Architecture

1 Traditional 12746 10 0 91 0.95

3

N 2693 3 0 91 0.98
RD 2694 2 0 91 0.99
IM 11638 9 0 91 0.95
SM 12749 7 0 91 0.96

5

N 2696 0 0 91 1.00
RD 2694 2 0 91 0.99
IM 11644 3 0 91 0.98
SM 12745 11 0 91 0.94

that architectures, where processes start in lower stages, only
classify around 21% of all processes, as the remaining processes
do not perform enough I/O calls that are monitored by that
stage, i.e., they do not perform WRITE, CREATE, or RENAME
operations (cf. Sec. IV-C). Thus, while “Naive Monitoring (N)”
and “Reduced Detection Delay (RD)” monitoring appear to
be performing the best from an f1-score perspective, both
ignored a majority of processes completely. While this may
not be problematic for cryptographic ransomware where WRITE
operations are guaranteed, it shows that selecting which features
to include in which stage can heavily impact an MS-IDS and
needs to be carefully considered for other types of malware.

Besides the overall detection performance of our MS-IDS,
we also looked at the individual stages in detail. While every
architecture can achieve perfect recall with all stages combined,
ransomware processes may initially be erroneously moved
to lower stages. Our results show that every architecture is
optimized to have high recall in the stages that processes start
in and the stages that are on a direct path to the alarm being
raised. We also see a stage-by-stage increase in precision for
these stages, showing that they are actively used for filtering
benign processes. For stages that are not on the direct path,
e.g., all stages below the last stage in the case of “Suspicious
Monitoring (SM)”, we see that after being falsely moved down,
some ransomware processes are temporarily bounced between
stages before their behavior exceeds the required threshold of
these stages and the alarm is raised.

Takeaway: All architectures show comparable detection
performance to a single-stage model that uses all features
simultaneously. Furthermore, if processes need to traverse
multiple stages, an MS-IDS can slightly reduce the number of
false positives.

2) Detection Latency: Another key metric for an IDS is its
ability to quickly detect attacks and alert personnel or initiate
preventative measures, e.g., terminating the malicious process
to minimize the harm a malicious program can cause. To study
how quickly our MS-IDS can detect ransomware samples,
we simulate each operation using the respective I/O logs.
Specifically, we look at the number of bytes that ransomware
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Fig. 6: Detection delay (written bytes) for three vs five stages.
For comparison, the original number of bytes written by the
383 ransomware samples was 11.2± 6.8GB.

can write before it is detected in Fig. 6. Comparing “Reduced
Detection Delay (RD)” to “Naive Monitoring (N)” we see a
slight decrease in the number of bytes written for the version
with five stages, which is due to the reduction of a minimum of
25 to 15 events, i.e., a minimum of 5 events per stage, that need
to be processed before the ransomware reaches the ALARM
stage. This slight decrease cannot be seen for three stages
because hyperparameter optimization found a minimum of 15
events optimal for the shortest path through all stages for both
architectures. Thus, the three stages’ main advantage compared
to the five is that additional features are added more quickly,
resulting in more ransomware events being generated faster and
fewer write calls and written bytes. For “Increased Monitoring
(IM)” and “Suspicious Monitoring (SM)”, most variants can
decrease the number of written bytes by one order of magnitude
compared to the other two configurations. Specifically, there is
no significant difference between the “Suspicious Monitoring
(SM)” versions (both require a minimum of ten events).
Also, the three-stage version of “Increased Monitoring (IM)”
performs similarly even though LISTING is not monitored for
the first five out of ten required events. Only the five-stage
version has difficulties detecting some ransomware samples
quickly, indicating that those samples were temporarily falsely
classified and bounced between stages (cf. Sec. V-B1).

All variants of our MS-IDS show that they can quickly
detect ransomware and reduce the average damage done
by the considered samples below 18.33 ± 6.4MB (0.17%
from the original 11.2 ± 6.8GB of bytes written by the
ransomware samples contained in the dataset). Furthermore, we
see that “Suspicious Monitoring (SM)” performs on par with
a traditional approach with only one stage (detection delay:
1.9± 2.8MB). In contrast, the most extended detection delay
introduced using multiple stages only increases the number of
written bytes by a single order of magnitude.

While the detection delay is an inherent characteristic of
our design for an MS-IDS, it could be improved by additional
optimizations. As ransomware, at the beginning of its execution,
typically needs to find the files that are to be encrypted, initial
stages could be tailored to identify this behavior, thus detecting
ransomware more quickly specifically.

Takeaway: Thus, if the performance gained through mul-
tiple stages is significant (cf. Sec. V-C), we argue that the
accompanying detection latency is acceptable.

3) Detection of Novel Ransomware: Another interesting
aspect is MS-IDS’s performance on novel ransomware samples.
To this end, we evaluated our MS-IDS on recent samples
from [21], which contains mostly ransomware from 2020 to
2023. Unmodified, i.e., with hyperparameters and RFs trained
on data from 2016, our MS-IDS and also the traditional
single-staged model were able to detect 12 out of 47 novel
samples with 8 samples being detected by both. After manually
adjusting hyperparameters between stages slightly to increase
the detection rate, the MS-IDS was able to detect 18 samples in
total, 10 of which were also detected by the traditional model.

Takeaway: Even though the detection rate (25 % to 37 %)
appears low, it was achieved using supervised ML with models
having only seen ransomware up to 2016. Furthermore, the
MS-IDS performed on par with the single-staged model,
indicating that the low detection rate is not caused by the
multi-staged architecture but by the outdated RFs. Thus, if the
overhead reduction is significant, MS-IDS remains relevant for
modern ransomware.

C. Overhead

To ensure that MS-IDSs can be widely deployed, they do
not only require a high detection performance but must have
minimal impact on the system they are deployed to; otherwise,
users may prioritize system performance over the increased
security an anomaly-based an MS-IDS may provide over low-
overhead signature-based solutions. Therefore, we look at how
calls are distributed across stages to analyze the overhead
(Fig. 7). Ideally, processes are quickly separated to both ends
of our architectures so that most I/O operations of benign
processes are executed while the process is in stages with
low overhead. Of secondary importance is the distribution
of I/O operations performed by malicious processes, as the
overhead to these processes is non-critical but still indicates
where ransomware has spent most of the time before detection.
Additionally, we measure the relative and absolute overhead
induced by monitoring benign processes (Tab. V). Finally, we
briefly examine the performance impact w.r.t. CPU utilization
and memory consumption.

1) Call Distribution: At first glance, Fig. 7 shows that for
“Naive Monitoring (N)” and “Reduced Detection Delay (RD)”,
over 98.5% of all calls are performed in the lowest stage,
which means that for over 62% of all benign I/O operations,
the minifilter driver directly returns (cf. Tab. II). At the same
time, only the minimal possible overhead is applied to the
remaining operations. For “Increased Monitoring (IM)” and
“Suspicious Monitoring (SM)”, a more significant amount of
I/O is spent in higher stages with high monitoring overhead.
The main reason for this is that all processes start in a stage
with high monitoring overhead, and if a process is light on file
I/O, it cannot reach a low stage before it is terminated. As a
result, most short-running processes are penalized with higher
overhead, while longer-running processes reach the low stages
where the overhead is minimized. Consequently, for 5.8% of
all calls by benign processes, all features are monitored if the
processes start in the highest stage.
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Fig. 7: Average number of calls across stages. For all architectures, IRP operations of benign processes are predominantly
processed with minimal overhead (process resides in a low-overhead stage), while ransomware processes are quickly moved to
higher stages where more features are monitored and can be leveraged to confirm the suspicion.

TABLE V: Relative and absolute overhead of different archi-
tectures compared to a traditional IDS. The average overhead
can be reduced by an order of magnitude for all architectures.

overhead
#Stages Architecture relative [%] abs [s]

1 - 180.76% ± 102.86% 232.42
(no entropy) 34.85% ± 16.83% 53.79

3

N 6.76% ± 14.45% 13.53
RD 6.64% ± 15.44% 13.12
IM 8.42% ± 17.03% 14.89
SM 18.16% ± 54.38% 23.55

5

N 5.80% ± 8.34% 11.88
RD 6.03% ± 10.18% 12.28
IM 7.66% ± 13.62% 13.62
SM 18.56% ± 54.50% 24.33

At the same time, ransomware processes perform the majority
of file I/O operations in the initial stage of each architecture, the
reason for which is found in our hyperparameter-tuning process.
For “Naive Monitoring (N)” and “Reduced Detection Delay
(RD)”, while our MS-IDS is optimized to move suspicious
processes quickly to stages with more features, it is also
optimized to keep benign processes in a low stage. Furthermore,
LISTING is not included in our set of features for the first stages
due to the overhead minimization as its relevant IRP operation
has multiple uses of which only a subset are relevant1. Thus,
our MS-IDS inadvertently ignores the enumeration phase of
ransomware samples but still reacts quickly once file encryption
commences. For “Increased Monitoring (IM)”, a similar effect
is present, but even more increased since if a ransomware
sample had been moved down a stage accidentally, it would
need to be moved up by the lower stage and pass through the
original stage again. Therefore, it may be cheaper w.r.t. delay
and overhead to keep a process longer in the initial stage than
wrongfully moving it. Finally, “Suspicious Monitoring (SM)”
shows the expected behavior that over 60% of all calls are
performed in the highest stage.

1only ≈ 10% of the dataset are IRP_MJ_DIRECTORY_CONTROL opera-
tions, of which only ≈ 40% are relevant for LISTING.

2) Overhead Measurements: While the call distribution
shows that the stage design works in principle, i.e., benign
processes perform most of their file I/O in stages with low
overhead, it does not quantify the actual performance gains.
For this, we used the trimmed means of our measurements
from Sec. III as our baseline to calculate the relative and
absolute overhead for each I/O operation in each stage and
calculated the overhead for all benign processes (Tab. V). From
the results, it becomes clear that even if the processes start
in the highest stage, our MS-IDS can decrease overhead by
an order of magnitude compared to an IDS, which monitors
everything. Similarly, if processes start in lower stages, this
overhead can be reduced by 40%. However, diminishing returns
apply as benign processes are moved quickly to lower stages,
even if initially sorted to the stage with the highest overhead.
As the entropy calculation of READ and WRITE operations
cause the most overhead (cf. Fig. 2), we also included the
overhead of a traditional approach with only a single stage,
but without entropy calculations, i.e., the maximum overhead
is that of Monitored+. Still, multi-staged approaches (with
entropy) can reduce the overhead for benign processes by over
50% compared to a single stage without entropy.

3) CPU and Memory Overhead: The impact of our MS-IDS
on CPU and memory overhead can be divided into the overhead
caused by monitoring and that of the detection engine. The only
aspects of MS-IDS that affect memory consumption during
monitoring are the hash table managed by the kernel and
the buffering of IRP operations during communication with
the detection engine. Both are negligible as they only consist
of a few bytes per process. CPU overhead of monitoring is
directly connected to the slowdown of IRP/s, as other calls
are not modified or intercepted. As such, I/O heavy tasks are
quickly I/O bound, which reduces overall CPU utilization, while
processes with minimal I/O are not affected by monitoring.

Another aspect of potential overhead that hinders the
practical deployment of an MS-IDS is the CPU/memory usage
of the detection engine. Memory consumption varies by model
(300 MB to 700 MB in RSS per RF) and whether models are
kept in memory or loaded on demand. Consequently, CPU
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and memory overhead depend on the classification method;
however, unlike I/O monitoring, it can be offloaded to another
machine. Therefore, the CPU and memory overhead of the
detection engine is not a major concern for real-time monitoring
using our approach.

Takeaway: All variants show that by employing multiple
stages with different monitoring overhead, processes can effec-
tively separated by their behavior and monitored accordingly.
Even if processes start with the highest suspicion/overhead and
must prove their benign nature, the average relative overhead
induced on every I/O operation can be improved by 90% (50%)
compared to no entropy monitoring).

VI. DISCUSSION, LIMITATIONS, AND NEXT STEPS

Our analysis in Sec. V shows that the overhead caused by
real-time behavior monitoring of file I/O can be mitigated to
a large degree by dynamically adjusting which features are
monitored on a per-process basis, i.e., prioritizing relevant
features, without compromising the IDS’s ability to detect
ransomware. Instead, only a few false positives are raised, even
if processes start at a high stage where a single misclassification
could result in countermeasures taking effect, e.g., the (in this
case) wrongful termination of the process.

Given these promising results, there are some limitations to
our work, as well as future research directions to pursue:

Impact on Other Platforms: While our analysis measured
the performance impact under Linux, its main focus was
Windows because it is the primary target of most ransomware
attacks [15], and public datasets of the I/O behavior of real-
world machines and ransomware were available to us. As a
result, our conclusions might differ in a comparable approach
on Linux or any other OS. Generally, our findings translate
because the general architecture of the I/O system is similar
(cf. Sec. II), and adding functionality, interrupts, and extensions
to the optimized execution is necessary. Likewise, we did not
investigate the effects of dynamic behavior monitoring of file
I/O on data-center SSDs, RAID configurations, e.g., as used
in network-attached storage systems, or the latest technologies
such as Microsoft DirectStorage. Still, ransomware is an issue
for consumer devices, where the transition to mainly using
SSDs has made I/O performance relevant.

Security of MS-IDSs: The evaluations in Sec. V-B and
Sec. V-C demonstrate that an MS-IDS can significantly reduce
monitoring overhead while maintaining comparable detection
performance to traditional approaches using File I/O for
detection. However, the design of an MS-IDS does affect the
leeway available to an attacker. A straightforward tactic would
be to pause malicious activity and feign benign behavior until
a lower alert stage is reached before resuming ransomware
activity. The damage from each iteration may vary depending
on how many stages a process must traverse before triggering
an alarm. This is particularly effective in white-box scenarios,
where attackers know the MS-IDS’s configuration and can infer
the ransomware process’s stage – a common issue with many
IDSs, including network- and host-based ones. In contrast, such
attacks are less likely to succeed in black-box scenarios without

prior knowledge of the MS-IDS’s architecture. Here, attackers
must monitor I/O execution times within the ransomware
process to gauge whether they can safely continue their
activities. Since response times are affected by the MS-IDS and
other system activities, it becomes challenging for attackers to
determine the current ransomware stage without knowledge of
the classifiers. However, ML could help infer how suspicious
the ransomware process appears, but these evasion tactics can
also be used against traditional IDSs and are not exclusive to
an MS-IDS.

Another approach an attacker could follow to evade an
MS-IDS would be to divide the malicious activity across
multiple processes so that the individual processes’ behavior
falls below the threshold of the last stage. This division of
work was recently shown to be very effective against file I/O-
based detection mechanisms by a prototype ransomware called
ANIMAGUS [43]. The authors showed that approaches that
consider individual processes, but even ones that incorporated
system-wide statistics, e.g., ShielfFS [13], could not detect ANI-
MAGUS successfully. Our MS-IDS does not intend to improve
resilience against such evading tactics but instead addresses
performance limitations that prevent the applicability of real-
time IDSs in practice. We are confident that countermeasures
to novel evasion tactics, such as those done by ANIMAGUS,
can also be applied to our multi-staged design.

Finally, another general evasion strategy that could influence
file I/O-based detection of ransomware, and, thus our MS-IDS,
is partial encryption [43], i.e., instead of encrypting the whole
file, it is often sufficient to encrypt a significant portion of
each file to prevent the original content from being recovered.
Such a tactic primarily influences the usefulness of entropy
as a feature for detection but is not an inherent problem of
MS-IDSs. Again, this threat is not specific to our work but
rather ransomware detection in general. The same applies to
threats in which the MS-IDS is compromised itself.

Overall, every MS-IDS inherits the vulnerabilities to evasion
of its underlying detection approach and its configuration.

Beyond File I/O: Our analysis solely focused on file I/O,
and even here, we discovered many variants to achieve similar
things within the kernel or parameters that would influence
the design of an MS-IDS. Thus, extending the general idea
of dynamically adjusting the monitored features to other
types of malware would need additional in-depth analysis
in the respective kernel implementation of the considered OS.
As a guide for other researchers and our future work, we
suggest focusing on operations performed with high frequency,
requiring processing resources to handle, and may directly
impact perceived system performance.

VII. CONCLUSION

This paper analyzes the impact of real-time monitoring of I/O
behavior for ransomware detection on modern systems utilizing
high-performance storage media. Due to the computational
overhead that calculating relevant features would impose on
every system call in a highly optimized part of the OS, such
as its I/O stack, such behavior monitoring quickly becomes

13



infeasible in modern systems that utilize high-performance
storage mediums, such as SSDs. Our analysis of the effect of
monitoring different feature sets on the processing time of I/O
requests uncovered severe degradation of SSD performance
that could render real-time monitoring intolerable for end
users. Thus, we proposed the real-time adjustment of which
features are monitored as a potential solution to this overhead
problem. We implemented an MS-IDS that uses different
feature combinations in each stage to minimize the overhead
to which benign processes are subjected. The MS-IDS rewards
benign processes by lowering the imposed overhead while
penalizing processes that behave anomalously by increasing
the scrutiny of these processes. Using this approach, we reduced
the average overhead inflicted upon IRP calls by an order of
magnitude without affecting the MS-IDS’s ability to detect
ransomware quickly. As a result, real-time behavior monitoring
for ransomware detection becomes feasible despite its inherent
overhead impacts.
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APPENDIX A
ARTIFACT APPENDIX

A. Artifact Description & Requirements

The artifacts published together with this paper support future
research by allowing fellow researchers to use or modify the
MS-IDS and compare results. As such, we want to publish our
code and RF models and help reproduce results by providing
instructions on using these artifacts.

1) How to access: The artifacts are available online and
can be downloaded from Zenodo via https://doi.org/10.5281/
zenodo.14249681.

2) Hardware dependencies: For I/O operation overhead
measurements in Sec. III (C2), a desktop machine with typical
hardware (8 cores, 16 GB RAM) and equipped with a SATA
SSD, is required. The OS (Windows/Linux) must be installed
on bare metal. The evaluation in Sec V. (C3) does not require
special hardware; however, more cores (and more RAM)
may significantly improve processing times when running
preprocessing or training for the full ShieldFS [13]) dataset.

3) Software dependencies: The programming language
mainly used throughout the artifacts (especially for the evalua-
tion in Sec. V) is Python and requires a Python environment
of version 3.11.7. Required modules (and version) are included
in the requirements.txt, which is part of the artifacts.
On top of that, some way to open and use a Jupyter Notebook
using the same Python version as the kernel is required, e.g.,
using VScode or using the jupyterlab Python package. For I/O
operation overhead measurements, the following requirements
must be met:

Windows: The OS version used was Windows 11 Pro 22H2
(22621.3447). For driver compilation, Visual Studio 2022,
and the WDK for Windows 11, version 10.0.22621.382, is
required. Other versions of Windows that allow for driver
development should work but were not tested.

4) Benchmarks: The artifacts depend on the usage of the
ShieldFS [13]) dataset for which access can be requested via
email (http://shieldfs.necst.it).

B. Artifact Installation & Configuration

Python packages can be installed using pip install
-r requirements.txt using the requirements provided
together with these artifacts.

a) Windows Testbed: A bare-metal installation of Win-
dows 11 Pro (22H2) equipped with a SATA SSD is required
to perform measurements on Windows directly. Using a virtual
machine for measurements of delays (cf. Sec. III) is not
possible as results would be heavily influenced by the hardware
abstraction as I/O operations may be buffered and do not require
a write-through to the underlying physical storage.

Configuring the machine for driver deployment involves the
following steps and takes approximately 3 h to 5 h:

Disclaimer: Configuring the Windows machine to test
unsigned drivers is non-trivial and should not be attempted on
a machine that is required to function, e.g., a fresh install of
Windows may be the easiest solution to revert these changes.
Access to a Windows 11 VM image of the machine used for
our evaluation can be granted upon request (see README
provided with the artifacts). However, results differ from real-
world measurements due to I/O having to traverse virtualization,
two I/O stacks, i.e., in the guest OS and the host OS, and the
background activity of both OSs.

In the following, we describe the steps needed to install the
driver on a Windows machine:

1) Download the windows_eval folder to the testbed
machine.

2) Install Visual Studio 2022 and the Software Development
Kit (SDK) to compile the driver yourself (configure the
installation to be ready for Desktop C++ development
and select the spectre mitigated version of MSVC v143
- VS 2022 C++ x64/86 libs - the SDK should
automatically be included) - we also provide a precompiled
version in Zenodo, but Windows Version support may be
limited (if the precompiled version is used, skip the next
step).

3) Download and install the Windows Driver Kit (WDK) for
your version of Windows (10.0.22621.382 in our case) -
or see Visual Studio’s package-manager.

4) If Secure Boot is enabled, disable it (required to disable
driver integrity checks or to enable test signing)

5) Disable Driver Signature Enforcement using
an elevated command prompt (note that this
disables a security mechanism in Windows):
bcdedit .exe / set nointegritychecks on
Alternatively, Driver Signature Enforcement can also be
temporarily disabled using Windows Startup Settings:

a) Press and hold the Shift-Key while using the start
menu to reboot the machine/VM

b) In recovery mode, select Troubleshoot
c) Now select Advanced options
d) Select Start-up Settings, and in Start-up Settings, click

Restart (as prompted) to change a Windows option
e) Disable driver signature enforcement (Option 7)
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This variant must be re-performed after each reboot of
the machine/VM.

Compiling the driver requires the following steps:
1) Import the Driver Project
2) Build the Driver (Visual Studio) and install the driver by

navigating to the .inf file in the driver’s main directory:
a) Right-click the file and choose install.
b) In the window that pops up, browse to the driver’s .sys

file, typically under filter/Debug/x64/, choose
it and click continue.

c) Now an error will occur because the driver cannot find
the .exe. Correct the path (the .exe is located under
user/Debug/x64) and retry.

After installing the driver, make sure to also install Python 3.11
and the necessary required packages for the overhead evaluation
(included in a separate requirements.txt inside the
windows_eval folder).

C. Major Claims

• (C1): The delay incurred in monitoring I/O activity
depends heavily on the feature set monitored for each
call. This is proven by experiment (E1), whose results are
reported in [Sec. III, Fig. 2].

• (C2): An MS-IDS achieves comparable detection accuracy
for detecting ransomware to an approach utilizing all
features at once in the ShieldFS dataset. This is proven
by experiment (E2), whose results are reported in [Sec.
V.B, Table IV].

• (C3): Even though a ransomware process may need to
traverse multiple stages of an MS-IDS, ransomware is
detected quickly; thus, the damage is minimized. This is
proven by experiment (E2), whose results are reported in
[Sec. V.B, Fig. 6].

• (C4): By employing multiple stages and adapting the
monitoring overhead dynamically, the average relative
overhead that is induced on every I/O operation can be
improved by 90% (or 50% compared to a single-staged
approach that does not use entropy as a feature). This is
proven by experiment (E3), whose results are reported in
[Sec. V.C, Fig. 7, Table V].

D. Evaluation

The following experiments require preprocessing of the
ShieldFS dataset as well as the performance metrics measured
for individual features on actual hardware. Note that preprocess-
ing takes considerable time and resources (≈26 h using 90 cores
and ≈400 GB RAM) and more than a week for hyperparameter
optimization of the multi-stage architectures. Thus, we include
information on which processes were included in the training,
validation, and test data, the optimal hyperparameters found
through Optuna search, and the RF models as part of the
artifact. Additionally, the performance measurements require a
non-trivial configuration of physical machines (cf. Sec. A-A);
thus, we included the measured delays in our scripts as they
are needed in the experiments.

1) Experiment (E1): [Measurements] [≈ 1 human-hour + 1-
2 compute-hours]: This experiment uses the prepared Windows
machine to reproduce I/O delays. Can also be executed in a
VM.

[Preparation] Copy the windows_eval folder to the
machine. Install the driver on a Windows 11 x86/amd64
machine. arm is not supported. Reboot the machine using the
Shift key to disable Driver Signature Enforcement (cf. Sec. A-B),
and log back in.

[Execution] Start the Python script
(feature_overhead_windows.py) found inside
the windows_eval folder and wait for the experiment to
finish.

[Results] The script prints the measured IO delays for the
relevant calls and feature combinations. Results may differ
depending on the used hardware, but the general trend of
increased overhead for more monitored features remains. If a
VM is used, results differ as I/O requests must traverse two IO
stacks, virtualization software, and two OSes that may cause
background activity.

2) Experiment (E2): [Detection Performance/Delay] [30
human minutes + 5-7 compute hours]: In this experiment,
every process that is contained in the test data is simulated
using the multi-staged detector.

The RF models for each stage and the processed test
data must be available for this experiment. To simulate the
performance of the MS-IDS on the given data, the Python
script simulate_stage_config.py can be used. The
hyperparameters for each architecture are contained in the file
and will be applied automatically.

[Preparation] Have the processed version of the test data
available (output of preprocess.py), as well as the RF
models and relevant Python modules. You should also make
sure to have at least 5 GB available for the script to store
temporary files.

[Execution] Run simulate_stage_config.py while
providing necessary parameters as described in the README.
The script only executes the simulation for a single architecture
that can be supplied as a parameter. Multiple instances of this
script can be run in parallel using multiple terminals to gather
results for all architectures. During execution, a progress bar
informs about the number of IRP calls being processed and the
progress. Once finished, a data frame is created, which stores
the simulation results. Using these data frames, the Jupyter
Notebook (plot_experiments.ipynb) part for (E2) can
be executed.

[Results] If using the provided RFs, the notebook should
report zero false negatives for all configurations, a low number
of false positives, and a high F1 score. Furthermore, the
detection delay plot (Fig. 6) is computed. If new RFs are
being trained, results may vary slightly as no optimization and
or cross-validation is performed.

3) Experiment (E3): [Overhead] [30 human-minutes]: Using
the simulation results from (E2) and the measured overhead
metrics for a SATA SSD on a Windows 11 machine (also
included in the JupyterNotebook for plotting/computing re-
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sults - plot_experiments.ipynb), the overhead can be
computed compared to a single-staged model.

[Preparation] Make sure to have the data frames storing the
simulation results available for each architecture.

[Execution] We provide a Jupyter notebook that can
be used to process the results of (E2) or manual
simulate_stage_config.py runs. Just open the Note-
book, select the same Python 3.11.7 version for the kernel, and
adjust the paths in the second code cell if files were placed in

different directories. The notebook should run and produce the
same tables/figures from Sec V (minus some postprocessing
for formatting and font size scaling).

[Results] The distribution of IRP calls across stages should
look similar/identical to Figure 7, while the generated Table
should contain comparable values to Table V (We found that the
values may differ minimally (±0.1% relative overhead, ±0.2 s
absolute overhead) when executed on a different machine,
which we attribute to floating point precision).
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